Date Wrangle

library(knitr)  
library(ggplot2)  
library(plyr)  
library(dplyr)  
library(corrplot)  
library(caret)  
library(gridExtra)  
library(scales)  
library(Rmisc)  
library(ggrepel)  
library(randomForest)  
library(psych)  
library(xgboost)

test <- read.csv("Data/test.csv", stringsAsFactors = FALSE)  
View(test)  
str(test)

## 'data.frame': 1459 obs. of 80 variables:  
## $ Id : int 1461 1462 1463 1464 1465 1466 1467 1468 1469 1470 ...  
## $ MSSubClass : int 20 20 60 60 120 60 20 60 20 20 ...  
## $ MSZoning : chr "RH" "RL" "RL" "RL" ...  
## $ LotFrontage : int 80 81 74 78 43 75 NA 63 85 70 ...  
## $ LotArea : int 11622 14267 13830 9978 5005 10000 7980 8402 10176 8400 ...  
## $ Street : chr "Pave" "Pave" "Pave" "Pave" ...  
## $ Alley : chr NA NA NA NA ...  
## $ LotShape : chr "Reg" "IR1" "IR1" "IR1" ...  
## $ LandContour : chr "Lvl" "Lvl" "Lvl" "Lvl" ...  
## $ Utilities : chr "AllPub" "AllPub" "AllPub" "AllPub" ...  
## $ LotConfig : chr "Inside" "Corner" "Inside" "Inside" ...  
## $ LandSlope : chr "Gtl" "Gtl" "Gtl" "Gtl" ...  
## $ Neighborhood : chr "NAmes" "NAmes" "Gilbert" "Gilbert" ...  
## $ Condition1 : chr "Feedr" "Norm" "Norm" "Norm" ...  
## $ Condition2 : chr "Norm" "Norm" "Norm" "Norm" ...  
## $ BldgType : chr "1Fam" "1Fam" "1Fam" "1Fam" ...  
## $ HouseStyle : chr "1Story" "1Story" "2Story" "2Story" ...  
## $ OverallQual : int 5 6 5 6 8 6 6 6 7 4 ...  
## $ OverallCond : int 6 6 5 6 5 5 7 5 5 5 ...  
## $ YearBuilt : int 1961 1958 1997 1998 1992 1993 1992 1998 1990 1970 ...  
## $ YearRemodAdd : int 1961 1958 1998 1998 1992 1994 2007 1998 1990 1970 ...  
## $ RoofStyle : chr "Gable" "Hip" "Gable" "Gable" ...  
## $ RoofMatl : chr "CompShg" "CompShg" "CompShg" "CompShg" ...  
## $ Exterior1st : chr "VinylSd" "Wd Sdng" "VinylSd" "VinylSd" ...  
## $ Exterior2nd : chr "VinylSd" "Wd Sdng" "VinylSd" "VinylSd" ...  
## $ MasVnrType : chr "None" "BrkFace" "None" "BrkFace" ...  
## $ MasVnrArea : int 0 108 0 20 0 0 0 0 0 0 ...  
## $ ExterQual : chr "TA" "TA" "TA" "TA" ...  
## $ ExterCond : chr "TA" "TA" "TA" "TA" ...  
## $ Foundation : chr "CBlock" "CBlock" "PConc" "PConc" ...  
## $ BsmtQual : chr "TA" "TA" "Gd" "TA" ...  
## $ BsmtCond : chr "TA" "TA" "TA" "TA" ...  
## $ BsmtExposure : chr "No" "No" "No" "No" ...  
## $ BsmtFinType1 : chr "Rec" "ALQ" "GLQ" "GLQ" ...  
## $ BsmtFinSF1 : int 468 923 791 602 263 0 935 0 637 804 ...  
## $ BsmtFinType2 : chr "LwQ" "Unf" "Unf" "Unf" ...  
## $ BsmtFinSF2 : int 144 0 0 0 0 0 0 0 0 78 ...  
## $ BsmtUnfSF : int 270 406 137 324 1017 763 233 789 663 0 ...  
## $ TotalBsmtSF : int 882 1329 928 926 1280 763 1168 789 1300 882 ...  
## $ Heating : chr "GasA" "GasA" "GasA" "GasA" ...  
## $ HeatingQC : chr "TA" "TA" "Gd" "Ex" ...  
## $ CentralAir : chr "Y" "Y" "Y" "Y" ...  
## $ Electrical : chr "SBrkr" "SBrkr" "SBrkr" "SBrkr" ...  
## $ X1stFlrSF : int 896 1329 928 926 1280 763 1187 789 1341 882 ...  
## $ X2ndFlrSF : int 0 0 701 678 0 892 0 676 0 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 896 1329 1629 1604 1280 1655 1187 1465 1341 882 ...  
## $ BsmtFullBath : int 0 0 0 0 0 0 1 0 1 1 ...  
## $ BsmtHalfBath : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 1 1 2 2 2 2 2 2 1 1 ...  
## $ HalfBath : int 0 1 1 1 0 1 0 1 1 0 ...  
## $ BedroomAbvGr : int 2 3 3 3 2 3 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ KitchenQual : chr "TA" "Gd" "TA" "Gd" ...  
## $ TotRmsAbvGrd : int 5 6 6 7 5 7 6 7 5 4 ...  
## $ Functional : chr "Typ" "Typ" "Typ" "Typ" ...  
## $ Fireplaces : int 0 0 1 1 0 1 0 1 1 0 ...  
## $ FireplaceQu : chr NA NA "TA" "Gd" ...  
## $ GarageType : chr "Attchd" "Attchd" "Attchd" "Attchd" ...  
## $ GarageYrBlt : int 1961 1958 1997 1998 1992 1993 1992 1998 1990 1970 ...  
## $ GarageFinish : chr "Unf" "Unf" "Fin" "Fin" ...  
## $ GarageCars : int 1 1 2 2 2 2 2 2 2 2 ...  
## $ GarageArea : int 730 312 482 470 506 440 420 393 506 525 ...  
## $ GarageQual : chr "TA" "TA" "TA" "TA" ...  
## $ GarageCond : chr "TA" "TA" "TA" "TA" ...  
## $ PavedDrive : chr "Y" "Y" "Y" "Y" ...  
## $ WoodDeckSF : int 140 393 212 360 0 157 483 0 192 240 ...  
## $ OpenPorchSF : int 0 36 34 36 82 84 21 75 0 0 ...  
## $ EnclosedPorch: int 0 0 0 0 0 0 0 0 0 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ ScreenPorch : int 120 0 0 0 144 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : chr NA NA NA NA ...  
## $ Fence : chr "MnPrv" NA "MnPrv" NA ...  
## $ MiscFeature : chr NA "Gar2" NA NA ...  
## $ MiscVal : int 0 12500 0 0 0 0 500 0 0 0 ...  
## $ MoSold : int 6 6 3 6 1 4 3 5 2 4 ...  
## $ YrSold : int 2010 2010 2010 2010 2010 2010 2010 2010 2010 2010 ...  
## $ SaleType : chr "WD" "WD" "WD" "WD" ...  
## $ SaleCondition: chr "Normal" "Normal" "Normal" "Normal" ...

train <- read.csv("Data/train.csv", stringsAsFactors = FALSE)  
View(train)  
str(train)

## 'data.frame': 1460 obs. of 81 variables:  
## $ Id : int 1 2 3 4 5 6 7 8 9 10 ...  
## $ MSSubClass : int 60 20 60 70 60 50 20 60 50 190 ...  
## $ MSZoning : chr "RL" "RL" "RL" "RL" ...  
## $ LotFrontage : int 65 80 68 60 84 85 75 NA 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ Street : chr "Pave" "Pave" "Pave" "Pave" ...  
## $ Alley : chr NA NA NA NA ...  
## $ LotShape : chr "Reg" "Reg" "IR1" "IR1" ...  
## $ LandContour : chr "Lvl" "Lvl" "Lvl" "Lvl" ...  
## $ Utilities : chr "AllPub" "AllPub" "AllPub" "AllPub" ...  
## $ LotConfig : chr "Inside" "FR2" "Inside" "Corner" ...  
## $ LandSlope : chr "Gtl" "Gtl" "Gtl" "Gtl" ...  
## $ Neighborhood : chr "CollgCr" "Veenker" "CollgCr" "Crawfor" ...  
## $ Condition1 : chr "Norm" "Feedr" "Norm" "Norm" ...  
## $ Condition2 : chr "Norm" "Norm" "Norm" "Norm" ...  
## $ BldgType : chr "1Fam" "1Fam" "1Fam" "1Fam" ...  
## $ HouseStyle : chr "2Story" "1Story" "2Story" "2Story" ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ YearRemodAdd : int 2003 1976 2002 1970 2000 1995 2005 1973 1950 1950 ...  
## $ RoofStyle : chr "Gable" "Gable" "Gable" "Gable" ...  
## $ RoofMatl : chr "CompShg" "CompShg" "CompShg" "CompShg" ...  
## $ Exterior1st : chr "VinylSd" "MetalSd" "VinylSd" "Wd Sdng" ...  
## $ Exterior2nd : chr "VinylSd" "MetalSd" "VinylSd" "Wd Shng" ...  
## $ MasVnrType : chr "BrkFace" "None" "BrkFace" "None" ...  
## $ MasVnrArea : int 196 0 162 0 350 0 186 240 0 0 ...  
## $ ExterQual : chr "Gd" "TA" "Gd" "TA" ...  
## $ ExterCond : chr "TA" "TA" "TA" "TA" ...  
## $ Foundation : chr "PConc" "CBlock" "PConc" "BrkTil" ...  
## $ BsmtQual : chr "Gd" "Gd" "Gd" "TA" ...  
## $ BsmtCond : chr "TA" "TA" "TA" "Gd" ...  
## $ BsmtExposure : chr "No" "Gd" "Mn" "No" ...  
## $ BsmtFinType1 : chr "GLQ" "ALQ" "GLQ" "ALQ" ...  
## $ BsmtFinSF1 : int 706 978 486 216 655 732 1369 859 0 851 ...  
## $ BsmtFinType2 : chr "Unf" "Unf" "Unf" "Unf" ...  
## $ BsmtFinSF2 : int 0 0 0 0 0 0 0 32 0 0 ...  
## $ BsmtUnfSF : int 150 284 434 540 490 64 317 216 952 140 ...  
## $ TotalBsmtSF : int 856 1262 920 756 1145 796 1686 1107 952 991 ...  
## $ Heating : chr "GasA" "GasA" "GasA" "GasA" ...  
## $ HeatingQC : chr "Ex" "Ex" "Ex" "Gd" ...  
## $ CentralAir : chr "Y" "Y" "Y" "Y" ...  
## $ Electrical : chr "SBrkr" "SBrkr" "SBrkr" "SBrkr" ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ BsmtFullBath : int 1 0 1 1 1 1 1 1 0 1 ...  
## $ BsmtHalfBath : int 0 1 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ HalfBath : int 1 0 1 0 1 1 0 1 0 0 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ KitchenQual : chr "Gd" "TA" "Gd" "Gd" ...  
## $ TotRmsAbvGrd : int 8 6 6 7 9 5 7 7 8 5 ...  
## $ Functional : chr "Typ" "Typ" "Typ" "Typ" ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ FireplaceQu : chr NA "TA" "TA" "Gd" ...  
## $ GarageType : chr "Attchd" "Attchd" "Attchd" "Detchd" ...  
## $ GarageYrBlt : int 2003 1976 2001 1998 2000 1993 2004 1973 1931 1939 ...  
## $ GarageFinish : chr "RFn" "RFn" "RFn" "Unf" ...  
## $ GarageCars : int 2 2 2 3 3 2 2 2 2 1 ...  
## $ GarageArea : int 548 460 608 642 836 480 636 484 468 205 ...  
## $ GarageQual : chr "TA" "TA" "TA" "TA" ...  
## $ GarageCond : chr "TA" "TA" "TA" "TA" ...  
## $ PavedDrive : chr "Y" "Y" "Y" "Y" ...  
## $ WoodDeckSF : int 0 298 0 0 192 40 255 235 90 0 ...  
## $ OpenPorchSF : int 61 0 42 35 84 30 57 204 0 4 ...  
## $ EnclosedPorch: int 0 0 0 272 0 0 0 228 205 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 320 0 0 0 0 ...  
## $ ScreenPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : chr NA NA NA NA ...  
## $ Fence : chr NA NA NA NA ...  
## $ MiscFeature : chr NA NA NA NA ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ MoSold : int 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : int 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...  
## $ SaleType : chr "WD" "WD" "WD" "WD" ...  
## $ SaleCondition: chr "Normal" "Normal" "Normal" "Abnorml" ...  
## $ SalePrice : int 208500 181500 223500 140000 250000 143000 307000 200000 129900 118000 ...

##Combine Train & Test into singular dataframe by dropping ID column  
test.IDs <- test$Id  
test$Id <- NULL  
train$Id <- NULL  
  
test$SalePrice <- NA  
df.combined <- rbind(train, test)  
str(df.combined)

## 'data.frame': 2919 obs. of 80 variables:  
## $ MSSubClass : int 60 20 60 70 60 50 20 60 50 190 ...  
## $ MSZoning : chr "RL" "RL" "RL" "RL" ...  
## $ LotFrontage : int 65 80 68 60 84 85 75 NA 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ Street : chr "Pave" "Pave" "Pave" "Pave" ...  
## $ Alley : chr NA NA NA NA ...  
## $ LotShape : chr "Reg" "Reg" "IR1" "IR1" ...  
## $ LandContour : chr "Lvl" "Lvl" "Lvl" "Lvl" ...  
## $ Utilities : chr "AllPub" "AllPub" "AllPub" "AllPub" ...  
## $ LotConfig : chr "Inside" "FR2" "Inside" "Corner" ...  
## $ LandSlope : chr "Gtl" "Gtl" "Gtl" "Gtl" ...  
## $ Neighborhood : chr "CollgCr" "Veenker" "CollgCr" "Crawfor" ...  
## $ Condition1 : chr "Norm" "Feedr" "Norm" "Norm" ...  
## $ Condition2 : chr "Norm" "Norm" "Norm" "Norm" ...  
## $ BldgType : chr "1Fam" "1Fam" "1Fam" "1Fam" ...  
## $ HouseStyle : chr "2Story" "1Story" "2Story" "2Story" ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ YearRemodAdd : int 2003 1976 2002 1970 2000 1995 2005 1973 1950 1950 ...  
## $ RoofStyle : chr "Gable" "Gable" "Gable" "Gable" ...  
## $ RoofMatl : chr "CompShg" "CompShg" "CompShg" "CompShg" ...  
## $ Exterior1st : chr "VinylSd" "MetalSd" "VinylSd" "Wd Sdng" ...  
## $ Exterior2nd : chr "VinylSd" "MetalSd" "VinylSd" "Wd Shng" ...  
## $ MasVnrType : chr "BrkFace" "None" "BrkFace" "None" ...  
## $ MasVnrArea : int 196 0 162 0 350 0 186 240 0 0 ...  
## $ ExterQual : chr "Gd" "TA" "Gd" "TA" ...  
## $ ExterCond : chr "TA" "TA" "TA" "TA" ...  
## $ Foundation : chr "PConc" "CBlock" "PConc" "BrkTil" ...  
## $ BsmtQual : chr "Gd" "Gd" "Gd" "TA" ...  
## $ BsmtCond : chr "TA" "TA" "TA" "Gd" ...  
## $ BsmtExposure : chr "No" "Gd" "Mn" "No" ...  
## $ BsmtFinType1 : chr "GLQ" "ALQ" "GLQ" "ALQ" ...  
## $ BsmtFinSF1 : int 706 978 486 216 655 732 1369 859 0 851 ...  
## $ BsmtFinType2 : chr "Unf" "Unf" "Unf" "Unf" ...  
## $ BsmtFinSF2 : int 0 0 0 0 0 0 0 32 0 0 ...  
## $ BsmtUnfSF : int 150 284 434 540 490 64 317 216 952 140 ...  
## $ TotalBsmtSF : int 856 1262 920 756 1145 796 1686 1107 952 991 ...  
## $ Heating : chr "GasA" "GasA" "GasA" "GasA" ...  
## $ HeatingQC : chr "Ex" "Ex" "Ex" "Gd" ...  
## $ CentralAir : chr "Y" "Y" "Y" "Y" ...  
## $ Electrical : chr "SBrkr" "SBrkr" "SBrkr" "SBrkr" ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ BsmtFullBath : int 1 0 1 1 1 1 1 1 0 1 ...  
## $ BsmtHalfBath : int 0 1 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ HalfBath : int 1 0 1 0 1 1 0 1 0 0 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ KitchenQual : chr "Gd" "TA" "Gd" "Gd" ...  
## $ TotRmsAbvGrd : int 8 6 6 7 9 5 7 7 8 5 ...  
## $ Functional : chr "Typ" "Typ" "Typ" "Typ" ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ FireplaceQu : chr NA "TA" "TA" "Gd" ...  
## $ GarageType : chr "Attchd" "Attchd" "Attchd" "Detchd" ...  
## $ GarageYrBlt : int 2003 1976 2001 1998 2000 1993 2004 1973 1931 1939 ...  
## $ GarageFinish : chr "RFn" "RFn" "RFn" "Unf" ...  
## $ GarageCars : int 2 2 2 3 3 2 2 2 2 1 ...  
## $ GarageArea : int 548 460 608 642 836 480 636 484 468 205 ...  
## $ GarageQual : chr "TA" "TA" "TA" "TA" ...  
## $ GarageCond : chr "TA" "TA" "TA" "TA" ...  
## $ PavedDrive : chr "Y" "Y" "Y" "Y" ...  
## $ WoodDeckSF : int 0 298 0 0 192 40 255 235 90 0 ...  
## $ OpenPorchSF : int 61 0 42 35 84 30 57 204 0 4 ...  
## $ EnclosedPorch: int 0 0 0 272 0 0 0 228 205 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 320 0 0 0 0 ...  
## $ ScreenPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : chr NA NA NA NA ...  
## $ Fence : chr NA NA NA NA ...  
## $ MiscFeature : chr NA NA NA NA ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ MoSold : int 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : int 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...  
## $ SaleType : chr "WD" "WD" "WD" "WD" ...  
## $ SaleCondition: chr "Normal" "Normal" "Normal" "Abnorml" ...  
## $ SalePrice : int 208500 181500 223500 140000 250000 143000 307000 200000 129900 118000 ...

##Visualize distribution of SalePrice Values  
summary(df.combined$SalePrice)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 34900 129975 163000 180921 214000 755000 1459

ggplot(data = df.combined[!is.na(df.combined$SalePrice),], aes(x = SalePrice)) +  
 geom\_histogram(fill = "blue", binwidth = 10000) +  
 scale\_x\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma)
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##Index Vector of Numeric Variables  
numeric.Vars <- which(sapply(df.combined, is.numeric))   
##Names Vector of Numeric Variables  
numeric.VarNames <- names(numeric.Vars)  
  
cat(length(numeric.Vars), 'numeric variables')

## 37 numeric variables

##Dataframe of Numeric Variables  
df.numeric.Vars <- df.combined[, numeric.Vars]  
##Correlation of Numeric Variables  
correlation.numeric.Vars <- cor(df.numeric.Vars, use = "pairwise.complete.obs")  
##Sort on decreasing correlations by SalePrice  
correlation.sorted <- as.matrix(sort(correlation.numeric.Vars[, 'SalePrice'], decreasing = TRUE))  
##Select High Correlations  
correlation.high <- names(which(apply(correlation.sorted, 1, function(x) abs(x) > 0.5)))  
correlation.numeric.Vars <- correlation.numeric.Vars[correlation.high, correlation.high]  
##Correlation Plot  
corrplot.mixed(correlation.numeric.Vars, tl.col="black", tl.pos = "lt")
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##SalePrice vs. Overall Quality (Highest Correlation to SalePrice)  
ggplot(data = df.combined[!is.na(df.combined$SalePrice),], aes(x = factor(OverallQual), y = SalePrice))+  
 geom\_boxplot() + labs(x = 'Overall Quality') +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma)
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##SalePrice vs. GrLivArea (2nd Highest Correlation to SalePrice)  
ggplot(data = df.combined[!is.na(df.combined$SalePrice),], aes(x = GrLivArea, y = SalePrice)) +  
 geom\_point(col = 'blue') + geom\_smooth(method = "lm", se = FALSE, color = "black", aes(group = 1)) +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma) +  
 geom\_text\_repel(aes(label = ifelse(df.combined$GrLivArea[!is.na(df.combined$SalePrice)] > 4500, rownames(df.combined), '')))
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##Low SalePrice, High Quality Outliers  
df.combined[c(524, 1299), c('SalePrice', 'GrLivArea', 'OverallQual')]

## SalePrice GrLivArea OverallQual  
## 524 184750 4676 10  
## 1299 160000 5642 10

##Variables with Missing Values  
NAcol <- which(colSums(is.na(df.combined)) > 0)  
sort(colSums(sapply(df.combined[NAcol], is.na)), decreasing = TRUE)

## PoolQC MiscFeature Alley Fence SalePrice   
## 2909 2814 2721 2348 1459   
## FireplaceQu LotFrontage GarageYrBlt GarageFinish GarageQual   
## 1420 486 159 159 159   
## GarageCond GarageType BsmtCond BsmtExposure BsmtQual   
## 159 157 82 82 81   
## BsmtFinType2 BsmtFinType1 MasVnrType MasVnrArea MSZoning   
## 80 79 24 23 4   
## Utilities BsmtFullBath BsmtHalfBath Functional Exterior1st   
## 2 2 2 2 1   
## Exterior2nd BsmtFinSF1 BsmtFinSF2 BsmtUnfSF TotalBsmtSF   
## 1 1 1 1 1   
## Electrical KitchenQual GarageCars GarageArea SaleType   
## 1 1 1 1 1

cat(length(NAcol), 'variables with missing values')

## 35 variables with missing values

##Imputing Missing Pool Values  
unique(df.combined$PoolQC)

## [1] NA "Ex" "Fa" "Gd"

df.combined$PoolQC[is.na(df.combined$PoolQC)] <- 'None'  
  
##Quality Level Vector  
Qualities <- c('None' = 0, 'Po' = 1, 'Fa' = 2, 'TA' = 3, 'Gd' = 4, 'Ex' = 5)  
  
##Impute PoolQC with Quality Level Vector  
df.combined$PoolQC <- as.integer(revalue(df.combined$PoolQC, Qualities))

## The following `from` values were not present in `x`: Po, TA

table(df.combined$PoolQC)

##   
## 0 2 4 5   
## 2909 2 4 4

##Verify 3 values without PoolQC  
df.combined[df.combined$PoolArea > 0 & df.combined$PoolQC == 0, c('PoolArea', 'PoolQC', 'OverallQual')]

## PoolArea PoolQC OverallQual  
## 2421 368 0 4  
## 2504 444 0 6  
## 2600 561 0 3

##Impute 3 values without PoolQC with OverallQual  
df.combined$PoolQC[2421] <- 2  
df.combined$PoolQC[2504] <- 3  
df.combined$PoolQC[2600] <- 2

##Imputing Missing MiscFeature Values  
unique(df.combined$MiscFeature)

## [1] NA "Shed" "Gar2" "Othr" "TenC"

df.combined$MiscFeature[is.na(df.combined$MiscFeature)] <- 'None'  
df.combined$MiscFeature <- as.factor(df.combined$MiscFeature)  
  
ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = MiscFeature, y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..))
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table(df.combined$MiscFeature)

##   
## Gar2 None Othr Shed TenC   
## 5 2814 4 95 1

##Imputing Missing Alley Values  
unique(df.combined$Alley)

## [1] NA "Grvl" "Pave"

df.combined$Alley[is.na(df.combined$Alley)] <- 'None'  
df.combined$Alley <- as.factor(df.combined$Alley)  
table(df.combined$Alley)

##   
## Grvl None Pave   
## 120 2721 78

ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = Alley, y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue')+  
 scale\_y\_continuous(breaks = seq(0, 200000, by = 50000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..))
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##Imputing Missing Fence Values  
unique(df.combined$Fence)

## [1] NA "MnPrv" "GdWo" "GdPrv" "MnWw"

df.combined$Fence[is.na(df.combined$Fence)] <- 'None'  
table(df.combined$Fence)

##   
## GdPrv GdWo MnPrv MnWw None   
## 118 112 329 12 2348

df.combined[!is.na(df.combined$SalePrice),] %>%   
 group\_by(Fence) %>%   
 summarise(median = median(SalePrice), counts=n())

## # A tibble: 5 x 3  
## Fence median counts  
## <chr> <dbl> <int>  
## 1 GdPrv 167500 59  
## 2 GdWo 138750 54  
## 3 MnPrv 137450 157  
## 4 MnWw 130000 11  
## 5 None 173000 1179

df.combined$Fence <- as.factor(df.combined$Fence)

##Imputing Missing Fireplace Values  
  
##FireplaceQu  
unique(df.combined$FireplaceQu)

## [1] NA "TA" "Gd" "Fa" "Ex" "Po"

df.combined$FireplaceQu[is.na(df.combined$FireplaceQu)] <- 'None'  
df.combined$FireplaceQu <- as.integer(revalue(df.combined$FireplaceQu, Qualities))  
table(df.combined$FireplaceQu)

##   
## 0 1 2 3 4 5   
## 1420 46 74 592 744 43

##Fireplaces  
unique(df.combined$Fireplaces)

## [1] 0 1 2 3 4

table(df.combined$Fireplaces)

##   
## 0 1 2 3 4   
## 1420 1268 219 11 1

sum(table(df.combined$Fireplaces))

## [1] 2919

##Imputing Missing Lot Values  
  
##LotFrontage  
unique(df.combined$LotFrontage)

## [1] 65 80 68 60 84 85 75 NA 51 50 70 91 72 66 101 57 44  
## [18] 110 98 47 108 112 74 115 61 48 33 52 100 24 89 63 76 81  
## [35] 95 69 21 32 78 121 122 40 105 73 77 64 94 34 90 55 88  
## [52] 82 71 120 107 92 134 62 86 141 97 54 41 79 174 99 67 83  
## [69] 43 103 93 30 129 140 35 37 118 87 116 150 111 49 96 59 36  
## [86] 56 102 58 38 109 130 53 137 45 106 104 42 39 144 114 128 149  
## [103] 313 168 182 138 160 152 124 153 46 26 25 119 31 28 117 113 125  
## [120] 135 136 22 123 195 155 126 200 131 133

table(is.na(df.combined$LotFrontage))

##   
## FALSE TRUE   
## 2433 486

ggplot(df.combined[!is.na(df.combined$LotFrontage),], aes(x = as.factor(Neighborhood), y = LotFrontage)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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for (i in 1:nrow(df.combined)){  
 if(is.na(df.combined$LotFrontage[i])){  
 df.combined$LotFrontage[i] <- as.integer(median(df.combined$LotFrontage[df.combined$Neighborhood == df.combined$Neighborhood[i]], na.rm = TRUE))   
 }  
}  
  
##LotShape  
unique(df.combined$LotShape)

## [1] "Reg" "IR1" "IR2" "IR3"

df.combined$LotShape <- as.integer(revalue(df.combined$LotShape, c('IR3' = 0, 'IR2' = 1, 'IR1' = 2, 'Reg'= 3)))  
table(df.combined$LotShape)

##   
## 0 1 2 3   
## 16 76 968 1859

sum(table(df.combined$LotShape))

## [1] 2919

##LotConfig  
unique(df.combined$LotConfig)

## [1] "Inside" "FR2" "Corner" "CulDSac" "FR3"

ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = as.factor(LotConfig), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue')+  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 100000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..))

![](data:image/png;base64,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)

df.combined$LotConfig <- as.factor(df.combined$LotConfig)  
table(df.combined$LotConfig)

##   
## Corner CulDSac FR2 FR3 Inside   
## 511 176 85 14 2133

sum(table(df.combined$LotConfig))

## [1] 2919

##Imputing Missing Garage Values  
unique(df.combined$GarageYrBlt)

## [1] 2003 1976 2001 1998 2000 1993 2004 1973 1931 1939 1965 2005 1962 2006  
## [15] 1960 1991 1970 1967 1958 1930 2002 1968 2007 2008 1957 1920 1966 1959  
## [29] 1995 1954 1953 NA 1983 1977 1997 1985 1963 1981 1964 1999 1935 1990  
## [43] 1945 1987 1989 1915 1956 1948 1974 2009 1950 1961 1921 1900 1979 1951  
## [57] 1969 1936 1975 1971 1923 1984 1926 1955 1986 1988 1916 1932 1972 1918  
## [71] 1980 1924 1996 1940 1949 1994 1910 1978 1982 1992 1925 1941 2010 1927  
## [85] 1947 1937 1942 1938 1952 1928 1922 1934 1906 1914 1946 1908 1929 1933  
## [99] 1917 1896 1895 2207 1943 1919

table(is.na(df.combined$GarageYrBlt))

##   
## FALSE TRUE   
## 2760 159

##159 NA's - Replacing GarageYrBlt with YearBuilt  
df.combined$GarageYrBlt[is.na(df.combined$GarageYrBlt)] <- df.combined$YearBuilt[is.na(df.combined$GarageYrBlt)]  
  
##157 NA's imputed - 2 have Garage Values but are NA  
length(which(is.na(df.combined$GarageType) & is.na(df.combined$GarageFinish) & is.na(df.combined$GarageCond) & is.na(df.combined$GarageQual)))

## [1] 157

##Identify and validate 2 NA's with Garage Values  
kable(df.combined[!is.na(df.combined$GarageType) & is.na(df.combined$GarageFinish), c('GarageCars', 'GarageArea', 'GarageType', 'GarageCond', 'GarageQual', 'GarageFinish')])

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | GarageCars | GarageArea | GarageType | GarageCond | GarageQual | GarageFinish |
| 2127 | 1 | 360 | Detchd | NA | NA | NA |
| 2577 | NA | NA | Detchd | NA | NA | NA |

##Imputing House #2127 Missing Garage Values with modes  
df.combined$GarageCond[2127] <- names(sort(-table(df.combined$GarageCond)))[1]  
df.combined$GarageQual[2127] <- names(sort(-table(df.combined$GarageQual)))[1]  
df.combined$GarageFinish[2127] <- names(sort(-table(df.combined$GarageFinish)))[1]  
  
##Check House #2127  
kable(df.combined[2127, c('GarageYrBlt', 'GarageCars', 'GarageArea', 'GarageType', 'GarageCond', 'GarageQual', 'GarageFinish')])

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | GarageYrBlt | GarageCars | GarageArea | GarageType | GarageCond | GarageQual | GarageFinish |
| 2127 | 1910 | 1 | 360 | Detchd | TA | TA | Unf |

##Fix values for House ##2577  
df.combined$GarageCars[2577] <- 0  
df.combined$GarageArea[2577] <- 0  
df.combined$GarageType[2577] <- NA  
  
##Check House #2577  
kable(df.combined[2577, c('GarageYrBlt', 'GarageCars', 'GarageArea', 'GarageType', 'GarageCond', 'GarageQual', 'GarageFinish')])

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | GarageYrBlt | GarageCars | GarageArea | GarageType | GarageCond | GarageQual | GarageFinish |
| 2577 | 1923 | 0 | 0 | NA | NA | NA | NA |

##Verify that there are 158 homes without garages  
length(which(is.na(df.combined$GarageType) & is.na(df.combined$GarageFinish) & is.na(df.combined$GarageCond) & is.na(df.combined$GarageQual)))

## [1] 158

##Imputing Missing GarageType Values  
unique(df.combined$GarageType)

## [1] "Attchd" "Detchd" "BuiltIn" "CarPort" NA "Basment" "2Types"

df.combined$GarageType[is.na(df.combined$GarageType)] <- 'No Garage'  
df.combined$GarageType <- as.factor(df.combined$GarageType)  
table(df.combined$GarageType)

##   
## 2Types Attchd Basment BuiltIn CarPort Detchd No Garage   
## 23 1723 36 186 15 778 158

##Imputing Missing GarageFinish Values  
unique(df.combined$GarageFinish)

## [1] "RFn" "Unf" "Fin" NA

df.combined$GarageFinish[is.na(df.combined$GarageFinish)] <- 'None'  
  
##Finish Level Vector  
Finish <- c('None' = 0, 'Unf' = 1, 'RFn' = 2, 'Fin' = 3)  
  
df.combined$GarageFinish <- as.integer(revalue(df.combined$GarageFinish, Finish))  
table(df.combined$GarageFinish)

##   
## 0 1 2 3   
## 158 1231 811 719

##Imputing Missing GarageQual Values  
unique(df.combined$GarageQual)

## [1] "TA" "Fa" "Gd" NA "Ex" "Po"

df.combined$GarageQual[is.na(df.combined$GarageQual)] <- 'None'  
df.combined$GarageQual <- as.integer(revalue(df.combined$GarageQual, Qualities))  
table(df.combined$GarageQual)

##   
## 0 1 2 3 4 5   
## 158 5 124 2605 24 3

##Imputing Missing GarageCond Values  
unique(df.combined$GarageCond)

## [1] "TA" "Fa" NA "Gd" "Po" "Ex"

df.combined$GarageCond[is.na(df.combined$GarageCond)] <- 'None'  
df.combined$GarageCond<-as.integer(revalue(df.combined$GarageCond, Qualities))  
table(df.combined$GarageCond)

##   
## 0 1 2 3 4 5   
## 158 14 74 2655 15 3

##Imputing Missing Basement Values  
unique(df.combined$BsmtQual)

## [1] "Gd" "TA" "Ex" NA "Fa"

table(is.na(df.combined$BsmtQual))

##   
## FALSE TRUE   
## 2838 81

##Verifying set of 79 NA obserations  
length(which(is.na(df.combined$BsmtQual) & is.na(df.combined$BsmtCond) & is.na(df.combined$BsmtExposure) & is.na(df.combined$BsmtFinType1) & is.na(df.combined$BsmtFinType2)))

## [1] 79

##Find overlaps of NA's between Basement Variables   
df.combined[!is.na(df.combined$BsmtFinType1) & (is.na(df.combined$BsmtCond)|is.na(df.combined$BsmtQual)|is.na(df.combined$BsmtExposure)|is.na(df.combined$BsmtFinType2)), c('BsmtQual', 'BsmtCond', 'BsmtExposure', 'BsmtFinType1', 'BsmtFinType2')]

## BsmtQual BsmtCond BsmtExposure BsmtFinType1 BsmtFinType2  
## 333 Gd TA No GLQ <NA>  
## 949 Gd TA <NA> Unf Unf  
## 1488 Gd TA <NA> Unf Unf  
## 2041 Gd <NA> Mn GLQ Rec  
## 2186 TA <NA> No BLQ Unf  
## 2218 <NA> Fa No Unf Unf  
## 2219 <NA> TA No Unf Unf  
## 2349 Gd TA <NA> Unf Unf  
## 2525 TA <NA> Av ALQ Unf

##Imputing Modes of Bsmt Values  
df.combined$BsmtFinType2[333] <- names(sort(-table(df.combined$BsmtFinType2)))[1]  
df.combined$BsmtExposure[c(949, 1488, 2349)] <- names(sort(-table(df.combined$BsmtExposure)))[1]  
df.combined$BsmtCond[c(2041, 2186, 2525)] <- names(sort(-table(df.combined$BsmtCond)))[1]  
df.combined$BsmtQual[c(2218, 2219)] <- names(sort(-table(df.combined$BsmtQual)))[1]  
  
##Imputing Missing BsmtQual Values  
df.combined$BsmtQual[is.na(df.combined$BsmtQual)] <- 'None'  
df.combined$BsmtQual <- as.integer(revalue(df.combined$BsmtQual, Qualities))

## The following `from` values were not present in `x`: Po

table(df.combined$BsmtQual)

##   
## 0 2 3 4 5   
## 79 88 1285 1209 258

##Imputing Missing BsmtCond Values  
unique(df.combined$BsmtCond)

## [1] "TA" "Gd" NA "Fa" "Po"

df.combined$BsmtCond[is.na(df.combined$BsmtCond)] <- 'None'  
df.combined$BsmtCond <- as.integer(revalue(df.combined$BsmtCond, Qualities))

## The following `from` values were not present in `x`: Ex

table(df.combined$BsmtCond)

##   
## 0 1 2 3 4   
## 79 5 104 2609 122

##Imputing Missing BsmtExposure Values  
unique(df.combined$BsmtExposure)

## [1] "No" "Gd" "Mn" "Av" NA

##Exposure Levels Vector  
Exposure <- c('None' = 0, 'No' = 1, 'Mn' = 2, 'Av' = 3, 'Gd' = 4)  
  
df.combined$BsmtExposure[is.na(df.combined$BsmtExposure)] <- 'None'  
df.combined$BsmtExposure <- as.integer(revalue(df.combined$BsmtExposure, Exposure))  
table(df.combined$BsmtExposure)

##   
## 0 1 2 3 4   
## 79 1907 239 418 276

##Imputing Missing BsmtFinType1 Values  
unique(df.combined$BsmtFinType1)

## [1] "GLQ" "ALQ" "Unf" "Rec" "BLQ" NA "LwQ"

##FinType Levels Vector  
FinType <- c('None'=0, 'Unf'=1, 'LwQ'=2, 'Rec'=3, 'BLQ'=4, 'ALQ'=5, 'GLQ'=6)  
  
df.combined$BsmtFinType1[is.na(df.combined$BsmtFinType1)] <- 'None'  
df.combined$BsmtFinType1<-as.integer(revalue(df.combined$BsmtFinType1, FinType))  
table(df.combined$BsmtFinType1)

##   
## 0 1 2 3 4 5 6   
## 79 851 154 288 269 429 849

##Imputing BsmtFinType2 Values  
unique(df.combined$BsmtFinType2)

## [1] "Unf" "BLQ" NA "ALQ" "Rec" "LwQ" "GLQ"

df.combined$BsmtFinType2[is.na(df.combined$BsmtFinType2)] <- 'None'  
df.combined$BsmtFinType2 <- as.integer(revalue(df.combined$BsmtFinType2, FinType))  
table(df.combined$BsmtFinType2)

##   
## 0 1 2 3 4 5 6   
## 79 2494 87 105 68 52 34

##Identify remaining NA's for Bsmt Values  
df.combined[(is.na(df.combined$BsmtFullBath)|is.na(df.combined$BsmtHalfBath)|is.na(df.combined$BsmtFinSF1)|is.na(df.combined$BsmtFinSF2)|is.na(df.combined$BsmtUnfSF)|is.na(df.combined$TotalBsmtSF)), c('BsmtQual', 'BsmtFullBath', 'BsmtHalfBath', 'BsmtFinSF1', 'BsmtFinSF2', 'BsmtUnfSF', 'TotalBsmtSF')]

## BsmtQual BsmtFullBath BsmtHalfBath BsmtFinSF1 BsmtFinSF2 BsmtUnfSF  
## 2121 0 NA NA NA NA NA  
## 2189 0 NA NA 0 0 0  
## TotalBsmtSF  
## 2121 NA  
## 2189 0

#Imputing Missing BsmtFullBath Values  
unique(df.combined$BsmtFullBath)

## [1] 1 0 2 3 NA

df.combined$BsmtFullBath[is.na(df.combined$BsmtFullBath)] <- 0  
table(df.combined$BsmtFullBath)

##   
## 0 1 2 3   
## 1707 1172 38 2

##Imputing Missing BsmtHalfBath Values  
unique(df.combined$BsmtHalfBath)

## [1] 0 1 2 NA

df.combined$BsmtHalfBath[is.na(df.combined$BsmtHalfBath)] <- 0  
table(df.combined$BsmtHalfBath)

##   
## 0 1 2   
## 2744 171 4

##Imputing Missing BsmtFinSF1 Values  
unique(df.combined$BsmtFinSF1)

## [1] 706 978 486 216 655 732 1369 859 0 851 906 998 737 733  
## [15] 578 646 504 840 188 234 1218 1277 1018 1153 1213 731 643 967  
## [29] 747 280 179 456 1351 24 763 182 104 1810 384 490 649 632  
## [43] 941 739 912 1013 603 1880 565 320 462 228 336 448 1201 33  
## [57] 588 600 713 1046 648 310 1162 520 108 569 1200 224 705 444  
## [71] 250 984 35 774 419 170 1470 938 570 300 120 116 512 567  
## [85] 445 695 405 1005 668 821 432 1300 507 679 1332 209 680 716  
## [99] 1400 416 429 222 57 660 1016 370 351 379 1288 360 639 495  
## [113] 288 1398 477 831 1904 436 352 611 1086 297 626 560 390 566  
## [127] 1126 1036 1088 641 617 662 312 1065 787 468 36 822 378 946  
## [141] 341 16 550 524 56 321 842 689 625 358 402 94 1078 329  
## [155] 929 697 1573 270 922 503 1334 361 672 506 714 403 751 226  
## [169] 620 546 392 421 905 904 430 614 450 210 292 795 1285 819  
## [183] 420 841 281 894 1464 700 262 1274 518 1236 425 692 987 970  
## [197] 28 256 1619 40 846 1124 720 828 1249 810 213 585 129 498  
## [211] 1270 573 1410 1082 236 388 334 874 956 773 399 162 712 609  
## [225] 371 540 72 623 428 350 298 1445 218 985 631 1280 241 690  
## [239] 266 777 812 786 1116 789 1056 50 1128 775 1309 1246 986 616  
## [253] 1518 664 387 471 385 365 1767 133 642 247 331 742 1606 916  
## [267] 185 544 553 326 778 386 426 368 459 1350 1196 630 994 168  
## [281] 1261 1567 299 897 607 836 515 374 1231 111 356 400 698 1247  
## [295] 257 380 27 141 991 650 521 1436 2260 719 377 1330 348 1219  
## [309] 783 969 673 1358 1260 144 584 554 1002 619 180 559 308 866  
## [323] 895 637 604 1302 1071 290 728 2 1441 943 231 414 349 442  
## [337] 328 594 816 1460 1324 1338 685 1422 1283 81 454 903 605 990  
## [351] 206 150 457 48 871 41 674 624 480 1154 738 493 1121 282  
## [365] 500 131 1696 806 1361 920 1721 187 1138 988 193 551 767 1186  
## [379] 892 311 827 543 1003 1059 239 945 20 1455 965 980 863 533  
## [393] 1084 1173 523 1148 191 1234 375 808 724 152 1180 252 832 575  
## [407] 919 439 381 438 549 612 1163 437 394 1416 422 762 975 1097  
## [421] 251 686 656 568 539 862 197 516 663 608 1636 784 249 1040  
## [435] 483 196 572 338 330 156 1390 513 460 659 364 564 306 505  
## [449] 932 750 64 633 1170 899 902 1238 528 1024 1064 285 2188 465  
## [463] 322 860 599 354 63 223 301 443 489 284 294 814 165 552  
## [477] 833 464 936 772 1440 748 982 398 562 484 417 699 696 896  
## [491] 556 1106 651 867 854 1646 1074 536 1172 915 595 1237 273 684  
## [505] 324 1165 138 1513 317 1012 1022 509 900 1085 1104 240 383 644  
## [519] 397 740 837 220 586 535 410 75 824 592 1039 510 423 661  
## [533] 248 704 412 1032 219 708 415 1004 353 702 369 622 212 645  
## [547] 852 1150 1258 275 176 296 538 1157 492 1198 1387 522 658 1216  
## [561] 1480 2096 1159 440 1456 883 547 788 485 340 1220 427 344 756  
## [575] 1540 666 803 1000 885 1386 319 534 125 1314 602 192 593 804  
## [589] 1053 532 1158 1014 194 167 776 5644 694 1572 746 1406 925 482  
## [603] 189 765 80 1443 259 735 734 1447 548 315 1282 408 309 203  
## [617] 865 204 790 1320 769 1070 264 759 1373 976 781 25 1110 404  
## [631] 580 678 958 1336 1079 49 830 923 791 263 935 1051 514 110  
## [645] 1414 126 1129 1298 376 466 244 1137 687 1010 1500 670 944 1188  
## [659] 856 339 481 717 579 274 780 283 474 452 276 960 766 1026  
## [673] 73 736 1319 267 1092 964 954 1346 1433 870 198 1682 238 343  
## [687] 76 615 78 42 469 207 458 476 1341 844 847 850 1965 741  
## [701] 363 225 1333 888 636 726 254 435 389 279 1360 1232 2288 1531  
## [715] 1230 1015 1037 1142 1262 1972 881 876 2146 1557 800 652 494 683  
## [729] 913 1294 2158 682 1430 771 54 52 68 864 140 1733 601 962  
## [743] 1252 121 955 100 1312 172 155 931 872 745 621 433 826 134  
## [757] 169 749 1152 527 342 173 70 1094 820 1021 1359 755 950 606  
## [771] 1259 710 1111 1478 332 793 246 154 65 1476 55 1758 1115 1640  
## [785] 114 718 496 1337 1034 983 1206 890 1023 119 286 1728 1375 1420  
## [799] 2257 1149 1075 372 1204 1073 1087 1660 1096 729 362 537 472 53  
## [813] 764 190 1027 1141 681 813 128 1044 260 583 32 531 148 744  
## [827] 96 590 200 406 175 201 NA 758 221 634 1035 779 1271 355  
## [841] 2085 770 722 1308 688 88 1194 1538 1593 1033 366 1474 1383 893  
## [855] 1029 1223 1011 1571 318 501 785 638 647 838 186 926 1101 1047  
## [869] 797 1558 1328 314 930 725 1151 1304 1812 1684 669 1178 1030 848  
## [883] 918 574 1181 1048 335 1225 727 968 60 937 901 1732 1632 973  
## [897] 910 346 792 654 130 873 908 441 85 242 952 1098 782 122  
## [911] 316 258 587 491 453 557 1080 497 51 502 671 1412 709 132  
## [925] 4010 467 77 113 577 434 1001 1392 1239 924 949 215 1329 1112  
## [939] 796 811 1090 596 1127 205 1191 951 382 373 1505 1290 880 1038  
## [953] 1182 1562 1836 278 181 1118 760 799 996 939 914 271 488 701  
## [967] 455 809 953 208 143 576 347 794 230 261 393 1576 1122 853  
## [981] 475 691 424 305 526 1564 909 1136 1243 149 1224 337

df.combined$BsmtFinSF1[is.na(df.combined$BsmtFinSF1)] <- 0  
table(is.na(df.combined$BsmtFinSF1))

##   
## FALSE   
## 2919

##Imputing Missing BsmtFinSF2 Values  
unique(df.combined$BsmtFinSF2)

## [1] 0 32 668 486 93 491 506 712 362 41 169 869 150 670  
## [15] 28 1080 181 768 215 374 208 441 184 279 306 180 580 690  
## [29] 692 228 125 1063 620 175 820 1474 264 479 147 232 380 544  
## [43] 294 258 121 391 531 344 539 713 210 311 1120 165 532 96  
## [57] 495 174 1127 139 202 645 123 551 219 606 612 480 182 132  
## [71] 336 468 287 35 499 723 119 40 117 239 80 472 64 1057  
## [85] 127 630 128 377 764 345 1085 435 823 500 290 324 634 411  
## [99] 841 1061 466 396 354 149 193 273 465 400 682 557 230 106  
## [113] 791 240 547 469 177 108 600 492 211 168 1031 438 375 144  
## [127] 81 906 608 276 661 68 173 972 105 420 546 334 352 872  
## [141] 110 627 163 1029 78 859 981 42 46 162 350 263 1073 12  
## [155] 159 474 453 684 387 688 252 590 284 622 113 1526 360 774  
## [169] 364 596 884 92 216 136 201 512 247 483 750 60 102 95  
## [183] 63 262 393 286 450 72 243 694 875 507 419 250 116 624  
## [197] 76 270 288 186 449 48 613 852 555 799 811 842 382 456  
## [211] 308 52 196 488 319 NA 956 120 679 604 153 619 6 351  
## [225] 1037 829 38 206 167 543 259 404 138 955 691 66 154 442  
## [239] 448 227 398 722 761 529 522 873 891 755 321 915 417 432  
## [253] 831 278 1020 530 904 156 1393 1039 497 402 748 281 912 373  
## [267] 982 826 850 1164 1083 337 297

df.combined$BsmtFinSF2[is.na(df.combined$BsmtFinSF2)] <- 0  
table(is.na(df.combined$BsmtFinSF2))

##   
## FALSE   
## 2919

##Imputing Missing BsmtUnfSF Values  
unique(df.combined$BsmtUnfSF)

## [1] 150 284 434 540 490 64 317 216 952 140 134 177 175  
## [14] 1494 520 832 426 0 468 525 1158 637 1777 200 204 1566  
## [27] 180 486 207 649 1228 1234 380 408 1117 1097 84 326 445  
## [40] 383 167 465 1296 83 1632 736 192 612 816 32 935 321  
## [53] 860 1410 148 217 530 1346 576 318 1143 1035 440 747 701  
## [66] 343 280 404 840 724 295 1768 448 36 1530 1065 384 1288  
## [79] 684 1013 402 635 163 168 176 370 350 381 410 741 1226  
## [92] 1053 641 516 793 1139 550 905 104 310 252 1125 203 728  
## [105] 732 510 899 1362 30 958 556 413 479 297 658 262 891  
## [118] 1304 519 1907 336 107 432 403 811 396 970 506 884 400  
## [131] 896 253 409 93 1200 572 774 769 1335 340 882 779 112  
## [144] 470 294 1686 360 441 354 700 725 320 554 312 968 504  
## [157] 1107 577 660 99 871 474 289 600 755 625 1121 276 186  
## [170] 1424 1140 375 92 305 1176 78 274 311 710 686 457 1232  
## [183] 1498 1010 160 2336 630 638 162 70 1357 1194 773 483 235  
## [196] 125 1390 594 1694 488 357 626 916 1020 1367 798 452 392  
## [209] 975 361 270 602 1482 680 606 88 342 212 1095 96 628  
## [222] 1560 744 2121 768 386 1468 1145 244 698 1079 570 476 131  
## [235] 184 143 1092 324 1541 1470 536 319 599 622 179 292 286  
## [248] 80 712 291 153 1088 1249 166 906 604 100 818 844 596  
## [261] 210 1603 115 103 673 726 995 967 721 1656 972 460 208  
## [274] 191 438 1869 371 624 552 322 598 268 130 484 785 733  
## [287] 953 847 333 1580 411 982 808 1293 939 784 595 229 114  
## [300] 522 735 405 117 961 1286 672 1141 806 165 1064 1063 245  
## [313] 1276 892 1008 499 1316 463 242 444 281 35 356 988 580  
## [326] 651 619 544 387 901 926 135 648 75 788 1307 1078 1258  
## [339] 273 1436 557 930 780 813 878 122 248 588 524 288 389  
## [352] 424 1375 1626 406 298 2153 417 739 225 611 237 290 264  
## [365] 238 363 190 1969 697 414 316 466 420 254 960 397 1191  
## [378] 548 50 178 1368 169 748 689 1264 467 605 1257 551 678  
## [391] 707 880 378 223 578 969 379 765 149 912 620 1709 132  
## [404] 993 197 1374 90 195 706 1163 367 1122 1515 55 1497 450  
## [417] 846 23 390 861 285 1050 331 2042 1237 113 742 924 512  
## [430] 119 314 308 293 537 126 427 309 914 173 1774 823 485  
## [443] 1116 978 636 564 108 1184 796 366 300 542 645 664 756  
## [456] 247 776 849 1392 38 1406 111 545 121 2046 161 261 567  
## [469] 1195 874 1342 151 989 1073 927 219 224 526 1164 761 461  
## [482] 876 859 171 718 138 941 464 250 72 508 1584 415 82  
## [495] 948 893 864 1349 76 487 652 1240 801 279 1030 348 234  
## [508] 1198 740 89 586 323 1836 480 456 1935 338 1594 102 374  
## [521] 1413 491 1129 255 1496 650 1926 154 999 1734 124 1417 15  
## [534] 834 1649 936 778 1489 442 1434 352 458 1221 1099 416 1800  
## [547] 227 907 528 189 1273 563 372 702 1090 435 198 1372 174  
## [560] 1638 894 299 105 676 1120 431 218 110 795 1098 1043 481  
## [573] 666 142 447 783 1670 277 412 794 239 662 1072 717 546  
## [586] 430 422 188 266 1181 1753 964 1450 1905 1480 772 1032 220  
## [599] 187 29 495 640 193 196 720 918 1428 77 1266 1128 692  
## [612] 770 750 1442 1007 501 691 1550 1680 1330 1710 746 814 515  
## [625] 571 359 355 301 668 920 1055 1420 1752 304 1302 833 133  
## [638] 549 705 722 799 462 429 810 155 170 230 1459 1082 758  
## [651] 1290 1074 251 172 868 797 365 418 730 533 671 1012 1528  
## [664] 1005 1373 500 762 752 399 1042 40 26 932 278 459 568  
## [677] 1502 543 574 977 449 983 731 120 538 831 994 341 879  
## [690] 815 1212 866 1630 328 141 364 1380 81 303 940 764 1048  
## [703] 334 1689 690 792 585 473 246 1045 1405 201 14 841 1104  
## [716] 241 925 2002 74 661 708 1152 256 804 812 1085 344 425  
## [729] 1616 976 496 349 971 1393 1622 1352 1795 1017 1588 428 803  
## [742] 693 858 1284 1203 1652 39 539 1217 257 715 616 240 315  
## [755] 1351 1026 1571 156 61 95 482 1094 60 862 221 791 398  
## [768] 777 503 734 709 1252 656 1319 1422 560 1573 589 877 136  
## [781] 137 763 233 789 663 327 836 1590 1544 1794 1473 1093 1324  
## [794] 58 1629 1595 1218 54 610 659 1323 534 228 1604 827 346  
## [807] 455 634 144 164 888 232 1250 86 296 1040 974 618 850  
## [820] 657 1115 1958 1214 1430 1344 395 1216 388 590 98 158 243  
## [833] 1077 1058 471 1180 79 498 1736 632 1598 643 1084 1451 745  
## [846] 1204 282 1696 1614 1402 1348 222 1087 835 1114 1332 345 28  
## [859] 182 1376 1726 183 249 306 1619 1568 265 613 507 313 565  
## [872] 727 1866 1054 1313 1248 996 206 559 1041 339 269 677 917  
## [885] 1022 679 938 851 46 825 382 1474 704 513 335 1068 944  
## [898] 608 615 1678 94 583 674 621 91 561 118 581 760 1527  
## [911] 898 1280 332 1018 547 1488 469 738 1444 213 25 275 575  
## [924] 908 454 1765 1486 1347 1318 1146 1173 1519 1242 1341 226 1339  
## [937] 1660 1162 439 1328 1211 194 587 147 584 1439 723 1625 1728  
## [950] 505 529 437 330 998 1824 675 453 181 828 931 407 869  
## [963] 329 949 475 992 497 NA 897 1046 1272 647 451 852 639  
## [976] 1615 631 782 1421 1508 1327 541 591 555 821 592 910 1495  
## [989] 443 873 393 325 271 749 52 1168 903 1559 53 1028  
## [ reached getOption("max.print") -- omitted 136 entries ]

df.combined$BsmtUnfSF[is.na(df.combined$BsmtUnfSF)] <- 0  
table(is.na(df.combined$BsmtUnfSF))

##   
## FALSE   
## 2919

##Imputing Missing TotalBsmtSF Values  
unique(df.combined$TotalBsmtSF)

## [1] 856 1262 920 756 1145 796 1686 1107 952 991 1040 1175 912  
## [14] 1494 1253 832 1004 0 1114 1029 1158 637 1777 1060 1566 900  
## [27] 1704 1484 520 649 1228 1234 1398 1561 1117 1097 1297 1057 1088  
## [40] 1350 840 938 1150 1752 1434 1656 736 955 794 816 1842 384  
## [53] 1425 970 860 1410 780 530 1370 576 1143 1947 1453 747 1304  
## [66] 2223 845 1086 462 672 1768 440 896 1237 1563 1065 1288 684  
## [79] 612 1013 990 1235 876 1214 824 680 1588 960 458 950 1610  
## [92] 741 1226 1053 641 789 793 1844 994 1264 1809 1028 729 1092  
## [105] 1125 1673 728 732 1080 1199 1362 1078 660 1008 924 992 1063  
## [118] 1267 1461 1907 928 864 1734 910 1490 1728 715 884 969 1710  
## [131] 825 1602 1200 572 774 1392 1232 1572 1541 882 1149 644 1617  
## [144] 1582 720 1064 1606 1202 1151 1052 2216 968 504 1188 1593 853  
## [157] 725 1431 855 1726 1360 755 1713 1121 1196 617 848 1424 1140  
## [170] 1100 1157 1212 689 1070 1436 686 798 1248 1498 1010 713 2392  
## [183] 630 1203 483 1373 1194 1462 894 1414 996 1694 735 540 626  
## [196] 948 1845 1020 1367 1444 1573 1302 1314 975 1604 963 1482 506  
## [209] 926 1422 802 740 1095 1385 1152 1240 1560 2121 1160 807 1468  
## [222] 1575 625 858 698 1079 768 795 1416 1003 702 1165 1470 2000  
## [235] 700 319 861 1896 697 972 2136 716 1347 1372 1249 1136 1502  
## [248] 1162 710 1719 1383 844 596 1056 3206 1358 943 1499 1922 1536  
## [261] 1208 1215 967 721 1684 536 958 1478 764 1848 1869 616 624  
## [274] 940 1142 1062 888 883 1394 1099 1268 953 744 608 847 683  
## [287] 870 1580 1856 982 1026 1293 939 784 1256 658 1041 1682 804  
## [300] 788 1144 961 1260 1310 1141 806 1281 1034 1276 1340 1344 988  
## [313] 651 1518 907 901 765 799 648 3094 1440 1258 915 1517 930  
## [326] 813 1533 872 1242 1364 588 709 560 1375 1277 1626 1488 808  
## [339] 547 1976 2153 1705 1833 1792 1216 999 1113 1073 954 264 1269  
## [352] 190 3200 866 1501 777 1218 1368 1084 2006 1244 3138 1379 1257  
## [365] 1452 528 2035 611 707 880 1051 1581 1838 1650 723 654 1204  
## [378] 1069 1709 998 993 1374 1389 1163 1122 1496 846 372 1164 1050  
## [391] 2042 1868 1437 742 770 1722 1814 1430 1058 908 600 965 1032  
## [404] 1299 1120 936 783 1822 1522 980 1116 978 1156 636 1554 1386  
## [417] 811 1520 1952 1766 981 1094 2109 525 776 1486 1629 1138 2077  
## [430] 1406 1021 1408 738 1477 2046 923 1291 1195 1190 874 551 1419  
## [443] 2444 1210 927 1112 1391 1800 360 1473 1643 1324 270 859 718  
## [456] 1176 1311 971 1742 941 1698 1584 1595 868 1153 893 1349 1337  
## [469] 1720 1479 1030 1318 1252 983 1860 836 1935 1614 761 1413 956  
## [482] 712 650 773 1926 731 1417 1024 849 1442 1649 1568 778 1489  
## [495] 2078 1454 1516 1067 1559 1127 1390 1273 918 1763 1090 1054 1039  
## [508] 1148 1002 1638 105 676 1184 1109 892 2217 1505 1059 951 2330  
## [521] 1670 1623 1017 1105 1001 546 480 1134 1104 1272 1316 1126 1181  
## [534] 1753 964 1466 925 1905 1500 585 1632 819 1616 1161 828 945  
## [547] 979 561 696 1330 817 1098 1428 673 1241 944 1225 1266 1128  
## [560] 485 1930 1396 916 822 750 1700 1007 1187 691 1574 1680 1346  
## [573] 985 1657 602 1022 1082 810 1504 1220 1132 1565 1338 1654 1620  
## [586] 1055 800 1306 1475 2524 1992 1193 973 854 662 1103 1154 942  
## [599] 1048 727 690 1096 1459 1251 1247 1074 1271 290 655 1463 1836  
## [612] 803 833 408 533 1012 1552 1005 1530 974 1567 1006 1042 1298  
## [625] 704 932 1219 1296 1198 959 1261 1598 1683 818 1600 2396 1624  
## [638] 831 1224 663 879 815 1630 2158 931 1660 559 1300 1702 1075  
## [651] 1361 1106 1476 1689 2076 792 2110 1405 1192 746 1986 841 2002  
## [664] 1332 935 1019 661 1309 1328 1085 6110 1246 771 976 1652 1278  
## [677] 1902 1274 1393 1622 1352 420 1795 544 1510 911 693 1284 1732  
## [690] 2033 570 1980 814 873 757 1108 2633 1571 984 1205 714 1746  
## [703] 1525 482 1356 862 839 1286 1485 1594 622 791 708 1223 913  
## [716] 656 1319 1932 539 1221 1542 1329 1280 763 1168 1590 1544 2846  
## [729] 1671 1231 1642 1492 1829 1209 782 1480 1206 1395 827 1027 678  
## [742] 346 835 1124 1832 1420 1172 1508 1250 1433 946 1222 878 1978  
## [755] 381 1528 423 1191 629 1049 1243 1958 1336 1068 1679 2208 1418  
## [768] 1587 1427 1043 1621 1180 1776 1365 2020 2630 1736 1782 1739 1774  
## [781] 1760 2452 2492 2200 1884 1451 1712 745 1177 1455 2024 1173 1696  
## [794] 2458 1402 1553 812 1512 1450 754 2014 1376 1740 392 752 1313  
## [807] 1292 1562 1169 1382 1866 631 1031 699 405 416 1380 160 1045  
## [820] 240 801 677 917 245 297 468 1072 456 552 1089 1555 1282  
## [833] 1254 1449 914 1569 1578 1014 1678 583 516 1803 760 1596 902  
## [846] 957 2190 1641 1645 1348 1664 1675 2048 1211 1236 2418 1950 1850  
## [859] 2535 1603 1765 1858 1342 1415 1146 1037 1519 1982 1341 1460 1363  
## [872] 886 890 1557 1230 1426 1625 1118 348 1036 1824 1312 1081 192  
## [885] 481 904 407 448 797 869 554 949 739 565 NA 989 451  
## [898] 1046 450 1524 1509 621 1077 628 1615 2271 1751 1401 1182 1076  
## [911] 1357 1778 1129 850 1445 1564 1351 1091 1898 173 356 592 1840  
## [924] 352 1495 1432 1666 1964 1189 550 526 903 1166 2660 1612 2220  
## [937] 1529 1259 1061 1790 2108 1934 1994 2552 2320 1802 1706 1317 895  
## [950] 1721 1577 1326 1779 1066 1325 1369 1966 1538 1335 1685 1044 1378  
## [963] 1511 1550 1339 2461 1295 1093 1174 1130 1592 666 370 1331 922  
## [976] 1170 1377 687 966 671 409 484 1038 779 2140 1546 1270 929  
## [989] 635 1015 995 385 1556 1531 1179 734 5095 1290 531 851  
## [ reached getOption("max.print") -- omitted 59 entries ]

df.combined$TotalBsmtSF[is.na(df.combined$TotalBsmtSF)] <- 0  
table(is.na(df.combined$TotalBsmtSF))

##   
## FALSE   
## 2919

##Imputing Missing Masonry Values  
length(which(is.na(df.combined$MasVnrType) & is.na(df.combined$MasVnrArea)))

## [1] 23

##Find Missing MasVrnType  
df.combined[is.na(df.combined$MasVnrType) & !is.na(df.combined$MasVnrArea), c('MasVnrType', 'MasVnrArea')]

## MasVnrType MasVnrArea  
## 2611 <NA> 198

##Impute #2611 Missing MasVrnType with the mode  
df.combined$MasVnrType[2611] <- names(sort(-table(df.combined$MasVnrType)))[2]  
df.combined[2611, c('MasVnrType', 'MasVnrArea')]

## MasVnrType MasVnrArea  
## 2611 BrkFace 198

##Impute Missing MasVnrType Values  
unique(df.combined$MasVnrType)

## [1] "BrkFace" "None" "Stone" "BrkCmn" NA

df.combined$MasVnrType[is.na(df.combined$MasVnrType)] <- 'None'  
table(is.na(df.combined$MasVnrType))

##   
## FALSE   
## 2919

##MasVnrType by Median SalePrice  
df.combined[!is.na(df.combined$SalePrice),] %>%   
 group\_by(MasVnrType) %>%   
 summarise(median = median(SalePrice), counts = n()) %>%   
 arrange(median)

## # A tibble: 4 x 3  
## MasVnrType median counts  
## <chr> <dbl> <int>  
## 1 BrkCmn 139000 15  
## 2 None 143125 872  
## 3 BrkFace 181000 445  
## 4 Stone 246839 128

##Masonry Levels Vector  
Masonry <- c('None' = 0, 'BrkCmn' = 0, 'BrkFace' = 1, 'Stone' = 2)  
  
df.combined$MasVnrType <- as.integer(revalue(df.combined$MasVnrType, Masonry))  
table(df.combined$MasVnrType)

##   
## 0 1 2   
## 1790 880 249

##Imputing Missing MasVnrArea Values  
unique(df.combined$MasVnrArea)

## [1] 196 0 162 350 186 240 286 306 212 180 380 281 640 200  
## [15] 246 132 650 101 412 272 456 1031 178 573 344 287 167 1115  
## [29] 40 104 576 443 468 66 22 284 76 203 68 183 48 28  
## [43] 336 600 768 480 220 184 1129 116 135 266 85 309 136 288  
## [57] 70 320 50 120 436 252 84 664 226 300 653 112 491 268  
## [71] 748 98 275 138 205 262 128 260 153 64 312 16 922 142  
## [85] 290 127 506 297 NA 604 254 36 102 472 481 108 302 172  
## [99] 399 270 46 210 174 348 315 299 340 166 72 31 34 238  
## [113] 1600 365 56 150 278 256 225 370 388 175 296 146 113 176  
## [127] 616 30 106 870 362 530 500 510 247 305 255 125 100 432  
## [141] 126 473 74 145 232 376 42 161 110 18 224 248 80 304  
## [155] 215 772 435 378 562 168 89 285 360 94 333 921 762 594  
## [169] 219 188 479 584 182 250 292 245 207 82 97 335 208 420  
## [183] 170 459 280 99 192 204 233 156 452 513 261 164 259 209  
## [197] 263 216 351 660 381 54 528 258 464 57 147 1170 293 630  
## [211] 466 109 41 160 289 651 169 95 442 202 338 894 328 673  
## [225] 603 1 375 90 38 157 11 140 130 148 860 424 1047 243  
## [239] 816 387 223 158 137 115 189 274 117 60 122 92 415 760  
## [253] 27 75 361 105 342 298 541 236 144 423 44 151 975 450  
## [267] 230 571 24 53 206 14 324 295 396 67 154 425 45 1378  
## [281] 337 149 143 51 171 234 63 766 32 81 163 554 218 632  
## [295] 114 567 359 451 621 788 86 796 391 228 88 165 428 410  
## [309] 564 368 318 579 65 705 408 244 123 366 731 448 294 310  
## [323] 237 426 96 438 194 119 20 504 492 615 1095 1159 265 91  
## [337] 771 47 177 371 430 440 229 726 418 724 383 730 470 308  
## [351] 634 372 198 121 264 141 283 509 217 3 657 124 444 23  
## [365] 242 364 352 406 402 422 356 680 1110 221 714 647 1290 495  
## [379] 568 179 1050 187 52 276 39 190 251 227 134 222 58 668  
## [393] 674 197 710 945 549 253 400 970 502 394 235 515 526 754  
## [407] 353 525 87 291 69 279 323 214 519 1224 652 886 902 434  
## [421] 662 734 550 514 385 518 572 322 877 397 738 501 118 692  
## [435] 332 522 379 532 62 199 355 405 327 257 382

df.combined$MasVnrArea[is.na(df.combined$MasVnrArea)] <- 0  
table(is.na(df.combined$MasVnrArea))

##   
## FALSE   
## 2919

##Imputing Missing MSZoning Values  
unique(df.combined$MSZoning)

## [1] "RL" "RM" "C (all)" "FV" "RH" NA

table(is.na(df.combined$MSZoning))

##   
## FALSE TRUE   
## 2915 4

##Imputing Mode of MSZoning Values  
df.combined$MSZoning[is.na(df.combined$MSZoning)] <- names(sort(-table(df.combined$MSZoning)))[1]  
df.combined$MSZoning <- as.factor(df.combined$MSZoning)  
  
table(df.combined$MSZoning)

##   
## C (all) FV RH RL RM   
## 25 139 26 2269 460

sum(table(df.combined$MSZoning))

## [1] 2919

##Imputing Missing Kitchen Values  
unique(df.combined$KitchenQual)

## [1] "Gd" "TA" "Ex" "Fa" NA

table(is.na(df.combined$KitchenQual))

##   
## FALSE TRUE   
## 2918 1

##Imputing mode of KitchenQual Values  
df.combined$KitchenQual[is.na(df.combined$KitchenQual)]

## [1] NA

df.combined$KitchenQual[is.na(df.combined$KitchenQual)] <- names(sort(-table(df.combined$KitchenQual)))[1]  
df.combined$KitchenQual<-as.integer(revalue(df.combined$KitchenQual, Qualities))

## The following `from` values were not present in `x`: None, Po

table(df.combined$KitchenQual)

##   
## 2 3 4 5   
## 70 1493 1151 205

sum(table(df.combined$KitchenQual))

## [1] 2919

##Verifying KitchenAbvGr Values  
unique(df.combined$KitchenAbvGr)

## [1] 1 2 3 0

table(is.na(df.combined$KitchenAbvGr))

##   
## FALSE   
## 2919

table(df.combined$KitchenAbvGr)

##   
## 0 1 2 3   
## 3 2785 129 2

sum(table(df.combined$KitchenAbvGr))

## [1] 2919

##Imputing Missing Utilities Values  
unique(df.combined$Utilities)

## [1] "AllPub" "NoSeWa" NA

table(is.na(df.combined$Utilities))

##   
## FALSE TRUE   
## 2917 2

##Only 1 House does not have public ultilities(in training set), therefore variable is useless for prediction  
kable(df.combined[is.na(df.combined$Utilities) | df.combined$Utilities == 'NoSeWa', 1:9])

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | MSSubClass | MSZoning | LotFrontage | LotArea | Street | Alley | LotShape | LandContour | Utilities |
| 945 | 20 | RL | 82 | 14375 | Pave | None | 2 | Lvl | NoSeWa |
| 1916 | 30 | RL | 109 | 21780 | Grvl | None | 3 | Lvl | NA |
| 1946 | 20 | RL | 64 | 31220 | Pave | None | 2 | Bnk | NA |

df.combined$Utilities <- NULL

##Imputing Home Functionality Values  
unique(df.combined$Functional)

## [1] "Typ" "Min1" "Maj1" "Min2" "Mod" "Maj2" "Sev" NA

table(is.na(df.combined$Functional))

##   
## FALSE TRUE   
## 2917 2

##Impute mode of Functional Values  
df.combined$Functional[is.na(df.combined$Functional)] <- names(sort(-table(df.combined$Functional)))[1]  
##Functional Levels Vector  
Functional <- c('Sal' = 0, 'Sev' = 1, 'Maj2' = 2, 'Maj1' = 3, 'Mod' = 4, 'Min2' = 5, 'Min1' = 6, 'Typ' = 7)  
  
df.combined$Functional <- as.integer(revalue(df.combined$Functional, Functional))

## The following `from` values were not present in `x`: Sal

table(df.combined$Functional)

##   
## 1 2 3 4 5 6 7   
## 2 9 19 35 70 65 2719

sum(table(df.combined$Functional))

## [1] 2919

##Imputing Exterior Values  
unique(df.combined$Exterior1st)

## [1] "VinylSd" "MetalSd" "Wd Sdng" "HdBoard" "BrkFace" "WdShing" "CemntBd"  
## [8] "Plywood" "AsbShng" "Stucco" "BrkComm" "AsphShn" "Stone" "ImStucc"  
## [15] "CBlock" NA

table(is.na(df.combined$Exterior1st))

##   
## FALSE TRUE   
## 2918 1

##Imputing Mode of Exterior1st Values  
df.combined$Exterior1st[is.na(df.combined$Exterior1st)] <- names(sort(-table(df.combined$Exterior1st)))[1]  
df.combined$Exterior1st <- as.factor(df.combined$Exterior1st)  
table(df.combined$Exterior1st)

##   
## AsbShng AsphShn BrkComm BrkFace CBlock CemntBd HdBoard ImStucc MetalSd   
## 44 2 6 87 2 126 442 1 450   
## Plywood Stone Stucco VinylSd Wd Sdng WdShing   
## 221 2 43 1026 411 56

sum(table(df.combined$Exterior1st))

## [1] 2919

##Imputing Exterior2nd Values  
unique(df.combined$Exterior2nd)

## [1] "VinylSd" "MetalSd" "Wd Shng" "HdBoard" "Plywood" "Wd Sdng" "CmentBd"  
## [8] "BrkFace" "Stucco" "AsbShng" "Brk Cmn" "ImStucc" "AsphShn" "Stone"   
## [15] "Other" "CBlock" NA

table(is.na(df.combined$Exterior2nd))

##   
## FALSE TRUE   
## 2918 1

##Imputing Mode of Exterior1st Values  
df.combined$Exterior2nd[is.na(df.combined$Exterior2nd)] <- names(sort(-table(df.combined$Exterior2nd)))[1]  
df.combined$Exterior2nd <- as.factor(df.combined$Exterior2nd)  
table(df.combined$Exterior2nd)

##   
## AsbShng AsphShn Brk Cmn BrkFace CBlock CmentBd HdBoard ImStucc MetalSd   
## 38 4 22 47 3 126 406 15 447   
## Other Plywood Stone Stucco VinylSd Wd Sdng Wd Shng   
## 1 270 6 47 1015 391 81

sum(table(df.combined$Exterior2nd))

## [1] 2919

##Imputing ExterQual Values  
unique(df.combined$ExterQual)

## [1] "Gd" "TA" "Ex" "Fa"

table(is.na(df.combined$ExterQual))

##   
## FALSE   
## 2919

##Imputing Quality Levels Vector  
df.combined$ExterQual <- as.integer(revalue(df.combined$ExterQual, Qualities))

## The following `from` values were not present in `x`: None, Po

table(df.combined$ExterQual)

##   
## 2 3 4 5   
## 35 1798 979 107

sum(table(df.combined$ExterQual))

## [1] 2919

##Imputing ExterCond Values  
unique(df.combined$ExterCond)

## [1] "TA" "Gd" "Fa" "Po" "Ex"

table(is.na(df.combined$ExterCond))

##   
## FALSE   
## 2919

##Imputing Quality Levels Vector  
df.combined$ExterCond <- as.integer(revalue(df.combined$ExterCond, Qualities))

## The following `from` values were not present in `x`: None

table(df.combined$ExterCond)

##   
## 1 2 3 4 5   
## 3 67 2538 299 12

sum(table(df.combined$ExterCond))

## [1] 2919

##Imputing Electrical System Values  
unique(df.combined$Electrical)

## [1] "SBrkr" "FuseF" "FuseA" "FuseP" "Mix" NA

table(is.na(df.combined$Electrical))

##   
## FALSE TRUE   
## 2918 1

##Imputing Mode of Electrical Values  
df.combined$Electrical[is.na(df.combined$Electrical)] <- names(sort(-table(df.combined$Electrical)))[1]  
df.combined$Electrical <- as.factor(df.combined$Electrical)  
table(df.combined$Electrical)

##   
## FuseA FuseF FuseP Mix SBrkr   
## 188 50 8 1 2672

sum(table(df.combined$Electrical))

## [1] 2919

##Imputing Missing Sale Type & Condition Values  
unique(df.combined$SaleType)

## [1] "WD" "New" "COD" "ConLD" "ConLI" "CWD" "ConLw" "Con"   
## [9] "Oth" NA

table(is.na(df.combined$SaleType))

##   
## FALSE TRUE   
## 2918 1

##Imputing Mode of SaleType Values  
df.combined$SaleType[is.na(df.combined$SaleType)] <- names(sort(-table(df.combined$SaleType)))[1]  
df.combined$SaleType <- as.factor(df.combined$SaleType)  
table(df.combined$SaleType)

##   
## COD Con ConLD ConLI ConLw CWD New Oth WD   
## 87 5 26 9 8 12 239 7 2526

sum(table(df.combined$SaleType))

## [1] 2919

##Imputing SaleCondition Values  
unique(df.combined$SaleCondition)

## [1] "Normal" "Abnorml" "Partial" "AdjLand" "Alloca" "Family"

table(is.na(df.combined$SaleCondition))

##   
## FALSE   
## 2919

df.combined$SaleCondition <- as.factor(df.combined$SaleCondition)  
table(df.combined$SaleCondition)

##   
## Abnorml AdjLand Alloca Family Normal Partial   
## 190 12 24 46 2402 245

sum(table(df.combined$SaleCondition))

## [1] 2919

##Impute Pavement of Street & Driveway Values  
unique(df.combined$Street)

## [1] "Pave" "Grvl"

table(is.na(df.combined$Street))

##   
## FALSE   
## 2919

##Street Levels Vector  
StreetLevels <- c('Grvl' = 0, 'Pave' = 1)  
  
df.combined$Street <- as.integer(revalue(df.combined$Street, StreetLevels))  
table(df.combined$Street)

##   
## 0 1   
## 12 2907

sum(table(df.combined$Street))

## [1] 2919

##Impute PavedDrive Values  
unique(df.combined$PavedDrive)

## [1] "Y" "N" "P"

table(is.na(df.combined$PavedDrive))

##   
## FALSE   
## 2919

##PavedDrive Levels Vector  
PavedDrive <- c('N' = 0, 'P' = 1, 'Y' = 2)  
  
df.combined$PavedDrive <- as.integer(revalue(df.combined$PavedDrive, PavedDrive))  
table(df.combined$PavedDrive)

##   
## 0 1 2   
## 216 62 2641

sum(table(df.combined$PavedDrive))

## [1] 2919

##Factorizing remaining Categoric Variables that are without NA's  
character.VarNames <- names(df.combined[, sapply(df.combined, is.character)])  
character.VarNames

## [1] "LandContour" "LandSlope" "Neighborhood" "Condition1"   
## [5] "Condition2" "BldgType" "HouseStyle" "RoofStyle"   
## [9] "RoofMatl" "Foundation" "Heating" "HeatingQC"   
## [13] "CentralAir"

cat(length(character.VarNames), 'remaining variables with character values')

## 13 remaining variables with character values

##Factorize Foundation Values  
unique(df.combined$Foundation)

## [1] "PConc" "CBlock" "BrkTil" "Wood" "Slab" "Stone"

table(is.na(df.combined$Foundation))

##   
## FALSE   
## 2919

df.combined$Foundation <- as.factor(df.combined$Foundation)  
table(df.combined$Foundation)

##   
## BrkTil CBlock PConc Slab Stone Wood   
## 311 1235 1308 49 11 5

sum(table(df.combined$Foundation))

## [1] 2919

##Factorize Heating & Air Values  
unique(df.combined$Heating)

## [1] "GasA" "GasW" "Grav" "Wall" "OthW" "Floor"

table(is.na(df.combined$Heating))

##   
## FALSE   
## 2919

df.combined$Heating <- as.factor(df.combined$Heating)  
table(df.combined$Heating)

##   
## Floor GasA GasW Grav OthW Wall   
## 1 2874 27 9 2 6

sum(table(df.combined$Heating))

## [1] 2919

##Ordinalize Heating QC Values  
unique(df.combined$HeatingQC)

## [1] "Ex" "Gd" "TA" "Fa" "Po"

table(is.na(df.combined$HeatingQC))

##   
## FALSE   
## 2919

df.combined$HeatingQC <- as.integer(revalue(df.combined$HeatingQC, Qualities))

## The following `from` values were not present in `x`: None

table(df.combined$HeatingQC)

##   
## 1 2 3 4 5   
## 3 92 857 474 1493

sum(table(df.combined$HeatingQC))

## [1] 2919

##Factorize CentralAir Values  
unique(df.combined$CentralAir)

## [1] "Y" "N"

table(is.na(df.combined$CentralAir))

##   
## FALSE   
## 2919

df.combined$CentralAir <- as.integer(revalue(df.combined$CentralAir, c('N' = 0, 'Y' = 1)))  
table(df.combined$CentralAir)

##   
## 0 1   
## 196 2723

sum(table(df.combined$CentralAir))

## [1] 2919

##Factorize Roof Values  
unique(df.combined$RoofStyle)

## [1] "Gable" "Hip" "Gambrel" "Mansard" "Flat" "Shed"

table(is.na(df.combined$RoofStyle))

##   
## FALSE   
## 2919

df.combined$RoofStyle <- as.factor(df.combined$RoofStyle)  
table(df.combined$RoofStyle)

##   
## Flat Gable Gambrel Hip Mansard Shed   
## 20 2310 22 551 11 5

sum(table(df.combined$RoofStyle))

## [1] 2919

##Factorize RoofMatl  
unique(df.combined$RoofMatl)

## [1] "CompShg" "WdShngl" "Metal" "WdShake" "Membran" "Tar&Grv" "Roll"   
## [8] "ClyTile"

table(is.na(df.combined$RoofMatl))

##   
## FALSE   
## 2919

df.combined$RoofMatl <- as.factor(df.combined$RoofMatl)  
table(df.combined$RoofMatl)

##   
## ClyTile CompShg Membran Metal Roll Tar&Grv WdShake WdShngl   
## 1 2876 1 1 1 23 9 7

sum(table(df.combined$RoofMatl))

## [1] 2919

##Factorize Land Values  
unique(df.combined$LandContour)

## [1] "Lvl" "Bnk" "Low" "HLS"

table(is.na(df.combined$LandContour))

##   
## FALSE   
## 2919

df.combined$LandContour <- as.factor(df.combined$LandContour)  
table(df.combined$LandContour)

##   
## Bnk HLS Low Lvl   
## 117 120 60 2622

sum(table(df.combined$LandContour))

## [1] 2919

##Label Encode LandSlope Values  
unique(df.combined$LandSlope)

## [1] "Gtl" "Mod" "Sev"

table(is.na(df.combined$LandSlope))

##   
## FALSE   
## 2919

##LandSlope Levels Vector  
LandSlope <- c('Sev' = 0, 'Mod' = 1, 'Gtl' = 2)  
  
df.combined$LandSlope <- as.integer(revalue(df.combined$LandSlope, LandSlope))  
table(df.combined$LandSlope)

##   
## 0 1 2   
## 16 125 2778

sum(table(df.combined$LandSlope))

## [1] 2919

##Factorize Dwelling Values  
unique(df.combined$BldgType)

## [1] "1Fam" "2fmCon" "Duplex" "TwnhsE" "Twnhs"

table(is.na(df.combined$BldgType))

##   
## FALSE   
## 2919

df.combined$BldgType <- as.factor(df.combined$BldgType)  
table(df.combined$BldgType)

##   
## 1Fam 2fmCon Duplex Twnhs TwnhsE   
## 2425 62 109 96 227

sum(table(df.combined$BldgType))

## [1] 2919

##Factorize HouseStyle Values  
unique(df.combined$HouseStyle)

## [1] "2Story" "1Story" "1.5Fin" "1.5Unf" "SFoyer" "SLvl" "2.5Unf" "2.5Fin"

table(is.na(df.combined$HouseStyle))

##   
## FALSE   
## 2919

df.combined$HouseStyle <- as.factor(df.combined$HouseStyle)  
table(df.combined$HouseStyle)

##   
## 1.5Fin 1.5Unf 1Story 2.5Fin 2.5Unf 2Story SFoyer SLvl   
## 314 19 1471 8 24 872 83 128

sum(table(df.combined$HouseStyle))

## [1] 2919

##Factorize Neighborhood & Condition Values  
unique(df.combined$Neighborhood)

## [1] "CollgCr" "Veenker" "Crawfor" "NoRidge" "Mitchel" "Somerst" "NWAmes"   
## [8] "OldTown" "BrkSide" "Sawyer" "NridgHt" "NAmes" "SawyerW" "IDOTRR"   
## [15] "MeadowV" "Edwards" "Timber" "Gilbert" "StoneBr" "ClearCr" "NPkVill"  
## [22] "Blmngtn" "BrDale" "SWISU" "Blueste"

table(is.na(df.combined$Neighborhood))

##   
## FALSE   
## 2919

df.combined$Neighborhood <- as.factor(df.combined$Neighborhood)  
table(df.combined$Neighborhood)

##   
## Blmngtn Blueste BrDale BrkSide ClearCr CollgCr Crawfor Edwards Gilbert   
## 28 10 30 108 44 267 103 194 165   
## IDOTRR MeadowV Mitchel NAmes NoRidge NPkVill NridgHt NWAmes OldTown   
## 93 37 114 443 71 23 166 131 239   
## Sawyer SawyerW Somerst StoneBr SWISU Timber Veenker   
## 151 125 182 51 48 72 24

sum(table(df.combined$Neighborhood))

## [1] 2919

##Factorize Condition1 Values  
unique(df.combined$Condition1)

## [1] "Norm" "Feedr" "PosN" "Artery" "RRAe" "RRNn" "RRAn" "PosA"   
## [9] "RRNe"

table(is.na(df.combined$Condition1))

##   
## FALSE   
## 2919

df.combined$Condition1 <- as.factor(df.combined$Condition1)  
table(df.combined$Condition1)

##   
## Artery Feedr Norm PosA PosN RRAe RRAn RRNe RRNn   
## 92 164 2511 20 39 28 50 6 9

sum(table(df.combined$Condition1))

## [1] 2919

##Factorize Condition2 Values  
unique(df.combined$Condition2)

## [1] "Norm" "Artery" "RRNn" "Feedr" "PosN" "PosA" "RRAn" "RRAe"

table(is.na(df.combined$Condition2))

##   
## FALSE   
## 2919

df.combined$Condition2 <- as.factor(df.combined$Condition2)  
table(df.combined$Condition2)

##   
## Artery Feedr Norm PosA PosN RRAe RRAn RRNn   
## 5 13 2889 4 4 1 1 2

sum(table(df.combined$Condition2))

## [1] 2919

str(df.combined$YrSold)

## int [1:2919] 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...

##Factorize MoSold  
str(df.combined$MoSold)

## int [1:2919] 2 5 9 2 12 10 8 11 4 1 ...

df.combined$MoSold <- as.factor(df.combined$MoSold)

##SalePrice vs. YrSold EDA (Dashed line is median SalePrice)  
year.sold <- ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = as.factor(YrSold), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 25000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..)) +  
 coord\_cartesian(ylim = c(0, 200000)) +  
 geom\_hline(yintercept = 163000, linetype = "dashed", color = "red")  
  
##SalePrice vs. MoSold EDA (Dashed line is median SalePrice)  
month.sold <- ggplot(df.combined[!is.na(df.combined$SalePrice),], aes(x = as.factor(MoSold), y = SalePrice)) +  
 geom\_bar(stat = 'summary', fun.y = "median", fill = 'blue') +  
 scale\_y\_continuous(breaks = seq(0, 800000, by = 25000), labels = scales::comma) +  
 geom\_label(stat = "count", aes(label = ..count.., y = ..count..)) +  
 coord\_cartesian(ylim = c(0, 200000)) +  
 geom\_hline(yintercept = 163000, linetype = "dashed", color = "red")  
  
grid.arrange(year.sold, month.sold, widths=c(1,2))

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAB71BMVEUAAAAAADoAAGYAAP8AOjoAOpAAZrYzMzM6AAA6ADo6AGY6Ojo6OpA6kNtNTU1NTVlNTV5NTWNNTWRNTW5NTW9NTXlNTY5NWY5NXl5NZKtNaatNbo5NbqtNb2RNg45NjqJNjshTTU1TTV5ZTU1ZTVlZTV5ZTWRZTWlZTW5ZjuReTU1eTY5eWU1eXmleneRjTU1kTU1kTVNkTW5kTY5mAABmADpmAGZmOpBmZmZmtrZmtttmtv9pXl5pbqtuTU1uTW5uTY5uaX9ubo5ubqtuq7Vuq8huq+Rutf9vTU1vZE1vtf95TY55yP9/aU1/zf+DTU2DTW6DTY6DyP+OTU2OTV6OTWOOTWSOTWmOTW6OTW+OTXmOTY6Obk2Obo6ObquOtauOyMiOyP+O5P+QOgCQOjqQOmaQkDqQkGaQtpCQ27aQ2/+d5P+ijk2i//+raU2rbk2rbmOrbm6rbo6rjk2rq8iryKurzaur5Mir5OSr5P+1//+2ZgC2Zjq225C22/+2/9u2///Ijk3Ijo7I5KvI///Nf1PbkDrbtmbb/7bb///kjlnknV7kq2Pkq2Tkq27kyI7k/8jk///r6+v/AAD/tmb/yHn/yI7/zX//25D/27b/29v/5I7/5J3/5Kv//6L//7X//7b//8j//9v//+T///8wMsn6AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAYq0lEQVR4nO2di38kWVXHewYnZFYT0RERQR18oaiIGgRpzeiuRNYnGh+LLwxRV2fRdVFch1aZ6NgyqJFpe0N0CZtH/aHWfVXVqce9deucTt90/85nP9u5p6rP/d3z7Vt1q6fq9CiDrbSNli0AtlgD4BU3AF5xA+AVNwBecQPgFTdhwDNrxR9tTV+raMrqqutr9tvh6rnbEoIF4rsRA3D/nLFdADwDYKn4bsQA3D9nbBcAzwBYKr4bMQD3zxnbBcAzAJaK70YMwP1zxnYB8AyApeK7EQNw/5yxXQA8A2Cp+G7EANw/Z2xXaoDPdre3D7LsYn/7vc+Kl6zuKP3XDZihb1DO2K7EAF+89Cg7e/Do6tWD7Ph+Zl9yo47Sf92AOfoG5YztSgzwiUrL0cHFHzzJzn7+iX1RiSWO0n/dgDn6BuWM7UoMsJ0lZy88q7zkPuoo/W/PLYxF1lLXt3zzA756dS87ea/OkH3JndRR+pV1fLwWtcgarG/QpGC7kpvBF/t79QmRdc+Q6wc8XN+gnLFdqQE+2z3I6qe0hmN552COvkE5Y7sSA2zypw+DejW6V6xSq47Sf92AOfoG5YztSgzw8bayA3o9qSZDItfBHH2DcsZ2JQa43f7liW9rR++LWmQN1jcoZ2zXTQB89XfezR29Xx/gnvoG5YztugmAA9bR+zXO4H76BuWM7QLgGQBLxXcjBuD+OWO7AHgGwFLx3YgBuH/O2C4AngGwVHw3YgDunzO2C4BnACwV340YgPvnjO0C4BkAS8V3Iwbg/jlju1YAMCw1wwzuPynYrhWYwR29A3CP3d7WME58N2IA7p8ztguAZwAMwCL6BuWM7QLgGQADsIi+QTljuwB4BsAALKJvUM7YLgCeATAAi+gblDO2C4BnAAzAIvoG5YztAuAZAA8B3PZGN2I/YPUol3vGS71++xPlTeThM46+YM4id7uhgE9sxvRD80cH1ptKERaOvmDOIne7mYCP7n3ePDmtnpC/es09JZ/MA+AMfcGcRe52MwFnLjNqBuRHOl2VKqkiJ6nri7Im4MHvrGzrA1jn5+yBmyUJFWEZrC84KSJ3iw7WMumWN4NPikWKPs+lU4RluL5gziJ3u9mAj/Zc+6hZ9WSJ52CGvnCC+qU2ziUCuM87Z1GAywPf1edUolIpwsLRF8yZj9OqAbYHuPw6896jlIqwcPQFc+bjtEKAW2wVi7AAcGkrWYQFgHtbx+iucQb30xfMmY8TAANwuwuAZwAMwCL6gjnzcQLgUlCrXgAGYAAGYJa+YM4i0QHwTQMsyrxffAAW1AfAgxNIO/K1ADjgShHw/+SmerCvM9KeFX79qtR2v8rqqupr9kd1NXTX9WY+3W3v6xe/+cqJ70YsXoSFfJK8rXSsMQP8d8FIBOvjau8zUuwyD9G15oocovsF6+NK8RANwADcoQuAGy4AHqIPgJkJpB35WgAccA1/JwAD8OAE0o58LQAOuAB4iD4AZiaQduRrAXDABcBD9AEwM4G0I1/Lv1FWV6kPgJkJpB35WgAccAHwEH2igBt7cZiIBgNgAB6YQNqRrwXAAdc1ANZP79nyNeVTet6n92hHvpYA4AH6GDlbPcCmio0pX1NWq/FXsaEd+Vp8wEP0AXBppoqNLV9TPinvf4KeduRrsQEP0gfAVbOPU6vyNWWtC38VG9KR/5Yd78ZeNkDf8FtqWqyx1/D7c4SDFRYGbMvXlNVq/FVsSEfXcQ6O1IcZXE+gtqOD8AxZEuBIfQDckcAEz8GD9AFwPYG2fE1ZrcZfxYZ25GsJAY7UJwqgxXXzANvyNfZ6MljFhnbkawleB0foA+CAharY0I58LQHAA/QBsN+CVWxoR77WQgCHq+zIpXElAQds6YCD+gCYmUDaka8FwMH4AByvD4CZCaQd+VoAHIwPwPH6AJiZQNqRrwXAwfgAHK8PgJkJpB35WgAcjA/A8foAmJlA2pGvBcDB+AAcrw+AmUY6WvQtO2yBLUL6u95282/ZiTbM4BWfwQAMwB26AFg0GAALpBGAAZgZH4Dj9QEwM4G0I18LgIPxATheHwAzE0g78rUAOBgfgOP1ATAzgbQjXwuAg/EBOF4fADMTSDvytQA4GB+A4/UBMDOBtCNfC4CD8RcOWD+9d7arSiS4YjZZclV24vQBcMV0FRv1eLwqk2CK2WTJVdmJ1AfApZkqNicqO0cHtphNltAT/oP0AXDVXGbyWWKL2WTJVdmJ1IdbdloSqMog2GI2WXJVdiL1YQY3E3ixv2fb+jyXXJWdKH0A3Ejg2a5bvpgEJnMOHqQPgOsJtPmzxWyy5KrsROoD4HoC1fWlWr6YYjbpVdmJ1AfAAUOVnS7NvGDXA3g6Go2nd556MrTcKjsC+tYa8OTOl3bGl4cb3hwFEkg78rXiAUvoW2fA5zvj/L9sfvsxI4G0I18rGrCIPgAG4JUFnE3VIfB8Z2tw/hZ8iJbQt9aAs/koN0b+Fr3IEtC33oDZtvzLpJA+AGYmkHbkawFwML404MvDrYx1FbJgwBL61hrwZENnMd3rYAF96wxYXYPklvJlEl8fALMSuNA7OkT0rfUdHVOVupSvgwX0rfMMxnVwnOsGAmYbLpMAuEMXAIsGawLW3+SPtCW5ipbSt7aAZQwzOGXAl4djfgJpR75WNGARfesM2F5n8hJIO/K1ogGL6FtnwJn/dqd+CaQd+Vrxh2gJfesMOOlFlpS+dQYsYFhkAXCHLgAWDdYGeMI6+LkE0o58rVjAMvrWF/AkX8FMuRlcIGAhfWsLWF9ksq80FwdYSt/aAtYXmeqemKrp5y4bD3Et5eEzKX0AXDFd5KRRzGQ5RVik9AFwaabISeNB6uU8AC6lD4Crph+wrpdCWE4RFil9a3vLjvuaiHxTpBLYKGaynCIsUvrWdga3WtQMWSxgKX0AXE9gIudgKX3rDbj+BL3KTKOYyRKLsAjoW2vAjSfom9eZSy3CIqFvnQH3esB6iUVYRPQBsD+ByyzCIqJvnQHjCf84180DjCcbolw3EDDbrvkyaYA+AGYmkHbkawFwML4k4NavAgckkHbka8UBltK3toBlDDMYgDt0AbBosHbAp5vpHqKl9K0z4MvDrcvDMesBkYUCFtG3zoBV6iZb2ZzxgMhCAYvoW3fA0420q+yw9a0zYFWHKs8e7xEv0pHw7yZJ6FvbW3aUqVueJqNbD4dnb7GLLAl9az2D+YbLJADu0AXAosHaAE/zY5/6QjDVf02S0be+gOd5/tTtMKn+e7CQvrUFrO8pP90c8wolLA6wlL61Bay/IFKzJNHrYCl96w1YT46EAQvoW1vA6tFbc0fqJNFDtIy+tQWsZoc+xc1Haf5jg5C+9QWsamCon0TgfFG06BodAvrWGLCE4YsOAO7QBcCiwQBYII0ADMDM+NcCuPIT6qrmSbakKjtS+gC4zVQdhKMD21hOlR0pfQDcYqoEwtVrrgxCQk/4D9AHwC2mZkB+pFMHwmxZVXak9K31LTsdpvNz9sDNkuVU2ZHShxnctJNikaLPcwlV2RmgD4CbdrRX/KUSmNw5OEofADesPPBdfU4laolVdgT0AXDD7AEuv86892i5VXYk9AFwwJZYZUdEHwD7bZlVdkT0ATDLlg44qA+AmQmkHflaAByMD8Dx+gCYmUDaka8FwMH4AByvD4CZCaQd+VoAHIwPwPH6AJiZQNqRrwXAwfgAHK8PgJkJpB35WgAcjJ8e4OXc0TFcYIuQ/q6VuaMjwjCDV3wGAzAAd+gCYNFgACyQRgAGYGZ8AI7XB8DMBNKOfC0ADsYH4Hh9AMxMIO3I1wLgYHwAjtcHwMwE0o58LQAOxgfgeH0AzEwg7cjXAuBgfACO1wfAzATSjnwtAA7Gvx7AtrpJ+RBXYg+fxekD4IaZ6iZlMZPUirDE6QPgutnqJuWD1Ik9AB6pD4DrZqublKUQEivCEqkPt+zUzVY3KYuZJFaEJVIfZnCrHR2EZ8iSAEfqA+COBCZ7Do7UB8B1s9VNymImiRVhidQHwA0z1U3s9WSCRVji9AFwwFCEpUszL1gqgFGEpVMzL1gqgAO2dMBBfQDMTCDtyNcC4GB8AI7XB8DMBNKOfC0ADsYH4Hh9AMxMIO3I1wLgYHwAjtcHwMwE0o58LQAOxgfgeH0AzEwg7cjXAuBgfACO1wfATCMdocoOLz6q7MTrwwxmJpB25GsBcDA+AMfrA2BmAmlHvhYAB+MDcLw+AGYmkHbkawFwMD4Ax+sDYGYCaUe+FgAH4wNwvD4AZiaQduRrAXAwPgDH6wNgZgJpR74WAAfjA3C8PgBmJpB25GsBcDA+AMfrA+CGne2qEgmumE2WXJWdOH0AXDf1eLwqk2CK2WTJVdmJ1AfAdTtR2Tk6sMVssuSe8I/UB8Btls8SW8wmS67KTqQ+3LLTYqoMgi1mkyVXZSdSH2Zw0y729+xf+jyXXJWdKH0A3LCzXbd8MQlM7BwcqQ+AO/Jni9lkyVXZidQHwHVT15dq+WKK2aRXZSdSHwAHDFV2ujTzgqUCGFV2OjXzgqUCOGBLBxzUB8DMBNKOfC0ADsYH4Hh9AMxMIO3I1wLgYHwAjtcHwMwE0o58LQAOxgfgeH0AzEwg7cjXAuBgfACO1wfAzATSjnwtAA7GB+B4fQDMNNIRquzw4qPKTrw+zGBmAmlHvhYAB+MDcLw+AGYmkHbkawFwMD4Ax+sDYGYCaUe+FgAH46cHeCRnssKszQQFpm0FkUWksUZn1H/joq3Z26iup20XOVfXeBkBWyMW3sUA9rT8G6/fvOqMazA5Fl9ewN7bB5l3Al9D/zHWA3AvFxNwiwuARSxdwMN3i9k+yAA46p3SfURtH2QAHPVO6T6itkfaaKsMenk40k1f69L1f/7hh1k2Nyv8cXa6uaDLJGUq+OjOU63hztNR1XW+Q/Rk2SR311z53neNK997dPux3csEci4TkO6mx0yDuU3n1q0DkT2NSLPnlk5ekaTSRQZgEBTGzyN5uOt8p4Q42dDNc9Ki2/IR2TdObj10f+U652pMQkb0KbPBLw/z14mBYF3nOxtUz/TO0zzDNYmXh7cszA2jVu+l31m4TEC6mx4zCeY2Ofdkq76nFflUvV4eFh+PhqsyptxXHS0bMC1yogZrkZ7efaibc9Ki2ypzwQGeqz+mG1xZXfqyIrjWYAVYV9430XO+M1YzpiZx+g3mTVppHsXsdXtUcdmAZDczZhLMbZrfGlUUVfd0Lr2n6cPFJK5yAMr3uDJaNmD6gLUGPC+DqiZpndJtduN8Q48kU59BJXVCDzOC+srgVcBlf0SP/t95TeLpc/90txyE41HOTf2uSeVUVXSWFYDL8dpN1eNIVtmzAKyP+65fnSTisgOwvodlGD5gWuREf5rLoLpJWnO6rdjoVM3NzPlGsXNwowiLDp4nonKIdq66nnn1/GglXh6OTyuA82Ol2asErI+5OiDZzYy5Pl67yR5H5k5G/RBtpqZLyryY/tblBmB948r42XmkRU5G5blHLxDKSWpbc7qtAXiiJvDpptwMpvpc8NPnHlfWRqUrDDg/GFYAT9WxkgJWLhuQ7GbG3ABsNpnjyGjDTuPKnhO7eNrQ6y3rU0mqutwArE8UMC1yYkZbBlVN0prTbXXAZlpLWk2ftbwfk4zitNZ2RGkBrD4GJeDpaJzVAE+L9FaYF755HbDdZACb5fK4sqcV+Viftf+iWLGMbfzC5dzGJ3qIrp3j6EFZN0nrlG6rA6YLBAlrnoNt3/S0ZuVMKM3KOditDKv/VmPW1eQcXF4NlICrvtp43aZyqecAmz3JSdWJrSTptAa4EtqawCq6WuSkQs1+sMe0dU5a5brQqtILL1HMNX2u7w9X1y3OlU2pnuoqupI4l9WpkVlZRTuXDUh2az3e24FOK1mxyihge9lhA+okVV3une7qpDJc/lqGXmfOi7NuvhrRzVPSotvKi0z3id4oNktZ/TrY9W0vQkdVqXcfUj2TFokF4KI9Ka6Dy2sBHZDsZnzNI0QZUF/B6ovqcfUQbePnJ9qxPUrYJJWuMp/aVx2+1GLVhausnOyXMFPSotvKb7LcEtWsrtQXMrLCKqaCuy+HKl9Aaamj+gduNNroAjx1XynpvfTAptVvmWzswqfH3Ha8H09Htawckq/BnNhxVn4OMuKq7Va1heRx1LuF76IX0EfU9kHmBezlff0GwAMsAukNBTyYZn/AvIC9tw8zmgBfa+mEw7dkLfw2Le3v54oPKL3Ikr8tMFV9qZsbsWwCZ9aKP9qavlbRlNVV19fst8PVc7clBAvEdyMG4P45Y7sAeAbAUvHdiBe0xnm7r+lr1ZuLs5aO2vrut9sSgvWMD8CBvgG41QAYgHvtukADYNgqGACvuAHwihsAr7gB8IqbHGD7M77lrxWp5tWr29vfmTff/L7t7d8qfuLItNTLt32h2FW939xbo++RazxxImyNG/GsfmIn7ieJq6aelSBW/nJxZR/1I06Nveo95H3W4zddLemw4skYdKM5CDHA9md8i1/t/clHx9/94NHRiwcn33E/e2v3l7P/+Fa98cvvemZbb33il7J/e9czu+vr+y8eHOe7qqzmI2w+cSJrJ/U0up8hrprKWVPEcf1zcFT/XGjXScvns+ZTfR7XXPsHNVdLOqx4MgbdaBmEGGD7M77uFwN/937+8tk/+f1f0c033pm//Piv5hsvfvtHXOvNH/pC9uYP/pXd9dPP/6bemB3d+7z69bLWu13FzHTSor+xZ3OmP/+HdK/yl4sLU+pbrH5/tr5nm+7auI27JR1WPBmDabQMQvQcXPvNz9958Pe/8KPb9143za//xK/nL8ffU7Te/IFXsv98xyvFrj/3LH9RQ1Mjab9fXdDaPj1tHdZn8NVr/1A7RJe/XFwGf+FvG4follgtM7hl3C3p6DxENwchCVjdglz51d63PvHBs913Pzt7/pOqefXq+/OXr7z0+ktF6z2/sf2eT7pdL/bf/ez4WwrAjSdOpK0FsNJf32u3cSrdq5+Dy18urrztQDOh1hxPc6GhD9H3GoBr6fAArg9CELD+Gd9yBl/sv//RmZ2WZy98Zf8Xlfe/c8Su9dXvfSV745s/Y3fNvvq+7Y//zTJncPkzxMRbm04vPGssspTR42K7+sZZWX00TupLqt3tj782fAY3BiG5iiY/3vuvu5/OX/7InFgvPvWhA+397J56Ma037uXn4O//jN1VvfPiUz/1xEpd8Dm4dRXdwi2rozNr4eYnge518cdtgI/qb+s4TNVPy810eFbR9UGIAbah3a/2/vX7DtQZ5+jFvbOfvZ997QM/bNbWP/bouGh97QMfzL78zid214vf+7W94++676Q2njiRtjrgNr7tAOozuPzl4tKOWg7RzcVYywzWp2U67pZ0dAFuGYQYYHeZZ08r/2WaagGSN93Gr3+o2npje/sdrxS75tecy7wObrtMtb9JXLO26+D6Xrn6xgV0y1w9ab7zZLs+7ojr4JZB4JusFTcAXnED4BU3AF5xA+AVNwBecQPgFTcAXnGTBzwd3XpY9/3vP9c9l4cfO9QVSE43XdlCVdCg+lZaLSZN6zvY8emmHu35Dq1m1z7i+e3HReVTrokDbqt01YJK1RPT5c4mbsS64ky1StsNABwzWFNyabMCuHPEqmiOVD1WccBtWJo+/QFVAyxqwtjKOpNyXDcAcP/Bnm5+VH2cpx8tx9c94rmutChTaYgHWJcp3rKvY+fZKPyqXIxpbdm/s9Pn/nx0+/HUlITZ0CWBtOuLZRVct2c+3PMd5vgEjTXY082f+cjT7PJPX7aFqjfKajlZbcSjWy/rqS0zhVmA9REqn4em6JOZi0ak8auyTepv5VN/mzJO5djmpuyeOQ3PXSnrYk9VqVeuaCXXeIM93fzYn+XHq2/6d1PMytSL7Rjx+U6zaOxgYwH+P1txzdTxNKZ0Ff6i0Jct2Zn/T6fGnrvyD64aoTtMqzWHq5M715mUr2w43HiDzf+ajrP51txWpzUj6xjx1BUJFDDmOXhu1oG6EpgxM07jd3z0mNURp6yubCtumoV0+VlVq8zKnlOhlYaMcQabA57nJ6TxvByfCdE2Yv0ZqlVuH2rMQ7QqnXvX/vqAGaA5ahl/PGD9rjQB8wabAz7/yJd++nEDcNuIkwGshc3tlZyFVowv95Ojlq023wXY1VMvytendojmDVYdrP/x5Q21N9nYOuJ5Kofoua59fcsVbnV6C79bPCitlYVERkvQO5capdurWHLI/XgD13iDVYCn+YpjXllkdY04nUWWOh3d+ktdqF+fndRRRetyfrv817XMK5cCxTUAOUTr0pz6t3bSvExiDVYBdvPd7dgxYnuZJHR6WtJ30WLfxN0EGzTYNL7oGG6CP5yTvg0ZbLJfVfY00ZrfqduAwab7jw2wtAyAV9wAeMUNgFfcAHjFDYBX3AB4xe3/AbAjqmoZbFXpAAAAAElFTkSuQmCC)

##Factorize MSSUbClass  
str(df.combined$MSSubClass)

## int [1:2919] 60 20 60 70 60 50 20 60 50 190 ...

df.combined$MSSubClass <- as.factor(df.combined$MSSubClass)  
  
##MSSubClass Levels Vector  
MSSubClass <- c('20' = '1 Story 1946+', '30' = '1 Story 1945-', '40' = '1 Story Fin Attic All', '45' = '1.5 Story Unf All', '50' = '1.5 Story Fin All', '60' = '2 Story 1946+', '70' = '2 Story 1945-', '75' = '2.5 Story All', '80' = 'Split/Multi Level', '85' = 'Split Foyer', '90' = 'Duplex All Style/Age', '120' = '1 Story PUD 1946+', '150' = '1.5 Story PUD All', '160' = '2 Story PUD 1946+', '180' = 'PUD Multilevel', '190' = '2 Family Conversion')  
  
##Revalue for Ease  
df.combined$MSSubClass<- revalue(df.combined$MSSubClass, MSSubClass)

##Level Set after Data Clean & Imputation  
numeric.Vars <- which(sapply(df.combined, is.numeric))  
categoric.Vars <- which(sapply(df.combined, is.factor))  
  
cat(length(numeric.Vars), 'numeric variables &', length(categoric.Vars), 'categoric variables')

## 56 numeric variables & 23 categoric variables

str(df.combined)

## 'data.frame': 2919 obs. of 79 variables:  
## $ MSSubClass : Factor w/ 16 levels "1 Story 1946+",..: 6 1 6 7 6 5 1 6 5 16 ...  
## $ MSZoning : Factor w/ 5 levels "C (all)","FV",..: 4 4 4 4 4 4 4 4 5 4 ...  
## $ LotFrontage : int 65 80 68 60 84 85 75 80 51 50 ...  
## $ LotArea : int 8450 9600 11250 9550 14260 14115 10084 10382 6120 7420 ...  
## $ Street : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ Alley : Factor w/ 3 levels "Grvl","None",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ LotShape : int 3 3 2 2 2 2 3 2 3 3 ...  
## $ LandContour : Factor w/ 4 levels "Bnk","HLS","Low",..: 4 4 4 4 4 4 4 4 4 4 ...  
## $ LotConfig : Factor w/ 5 levels "Corner","CulDSac",..: 5 3 5 1 3 5 5 1 5 1 ...  
## $ LandSlope : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ Neighborhood : Factor w/ 25 levels "Blmngtn","Blueste",..: 6 25 6 7 14 12 21 17 18 4 ...  
## $ Condition1 : Factor w/ 9 levels "Artery","Feedr",..: 3 2 3 3 3 3 3 5 1 1 ...  
## $ Condition2 : Factor w/ 8 levels "Artery","Feedr",..: 3 3 3 3 3 3 3 3 3 1 ...  
## $ BldgType : Factor w/ 5 levels "1Fam","2fmCon",..: 1 1 1 1 1 1 1 1 1 2 ...  
## $ HouseStyle : Factor w/ 8 levels "1.5Fin","1.5Unf",..: 6 3 6 6 6 1 3 6 1 2 ...  
## $ OverallQual : int 7 6 7 7 8 5 8 7 7 5 ...  
## $ OverallCond : int 5 8 5 5 5 5 5 6 5 6 ...  
## $ YearBuilt : int 2003 1976 2001 1915 2000 1993 2004 1973 1931 1939 ...  
## $ YearRemodAdd : int 2003 1976 2002 1970 2000 1995 2005 1973 1950 1950 ...  
## $ RoofStyle : Factor w/ 6 levels "Flat","Gable",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ RoofMatl : Factor w/ 8 levels "ClyTile","CompShg",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ Exterior1st : Factor w/ 15 levels "AsbShng","AsphShn",..: 13 9 13 14 13 13 13 7 4 9 ...  
## $ Exterior2nd : Factor w/ 16 levels "AsbShng","AsphShn",..: 14 9 14 16 14 14 14 7 16 9 ...  
## $ MasVnrType : int 1 0 1 0 1 0 2 2 0 0 ...  
## $ MasVnrArea : num 196 0 162 0 350 0 186 240 0 0 ...  
## $ ExterQual : int 4 3 4 3 4 3 4 3 3 3 ...  
## $ ExterCond : int 3 3 3 3 3 3 3 3 3 3 ...  
## $ Foundation : Factor w/ 6 levels "BrkTil","CBlock",..: 3 2 3 1 3 6 3 2 1 1 ...  
## $ BsmtQual : int 4 4 4 3 4 4 5 4 3 3 ...  
## $ BsmtCond : int 3 3 3 4 3 3 3 3 3 3 ...  
## $ BsmtExposure : int 1 4 2 1 3 1 3 2 1 1 ...  
## $ BsmtFinType1 : int 6 5 6 5 6 6 6 5 1 6 ...  
## $ BsmtFinSF1 : num 706 978 486 216 655 ...  
## $ BsmtFinType2 : int 1 1 1 1 1 1 1 4 1 1 ...  
## $ BsmtFinSF2 : num 0 0 0 0 0 0 0 32 0 0 ...  
## $ BsmtUnfSF : num 150 284 434 540 490 64 317 216 952 140 ...  
## $ TotalBsmtSF : num 856 1262 920 756 1145 ...  
## $ Heating : Factor w/ 6 levels "Floor","GasA",..: 2 2 2 2 2 2 2 2 2 2 ...  
## $ HeatingQC : int 5 5 5 4 5 5 5 5 4 5 ...  
## $ CentralAir : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ Electrical : Factor w/ 5 levels "FuseA","FuseF",..: 5 5 5 5 5 5 5 5 2 5 ...  
## $ X1stFlrSF : int 856 1262 920 961 1145 796 1694 1107 1022 1077 ...  
## $ X2ndFlrSF : int 854 0 866 756 1053 566 0 983 752 0 ...  
## $ LowQualFinSF : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ GrLivArea : int 1710 1262 1786 1717 2198 1362 1694 2090 1774 1077 ...  
## $ BsmtFullBath : num 1 0 1 1 1 1 1 1 0 1 ...  
## $ BsmtHalfBath : num 0 1 0 0 0 0 0 0 0 0 ...  
## $ FullBath : int 2 2 2 1 2 1 2 2 2 1 ...  
## $ HalfBath : int 1 0 1 0 1 1 0 1 0 0 ...  
## $ BedroomAbvGr : int 3 3 3 3 4 1 3 3 2 2 ...  
## $ KitchenAbvGr : int 1 1 1 1 1 1 1 1 2 2 ...  
## $ KitchenQual : int 4 3 4 4 4 3 4 3 3 3 ...  
## $ TotRmsAbvGrd : int 8 6 6 7 9 5 7 7 8 5 ...  
## $ Functional : int 7 7 7 7 7 7 7 7 6 7 ...  
## $ Fireplaces : int 0 1 1 1 1 0 1 2 2 2 ...  
## $ FireplaceQu : int 0 3 3 4 3 0 4 3 3 3 ...  
## $ GarageType : Factor w/ 7 levels "2Types","Attchd",..: 2 2 2 6 2 2 2 2 6 2 ...  
## $ GarageYrBlt : int 2003 1976 2001 1998 2000 1993 2004 1973 1931 1939 ...  
## $ GarageFinish : int 2 2 2 1 2 1 2 2 1 2 ...  
## $ GarageCars : num 2 2 2 3 3 2 2 2 2 1 ...  
## $ GarageArea : num 548 460 608 642 836 480 636 484 468 205 ...  
## $ GarageQual : int 3 3 3 3 3 3 3 3 2 4 ...  
## $ GarageCond : int 3 3 3 3 3 3 3 3 3 3 ...  
## $ PavedDrive : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ WoodDeckSF : int 0 298 0 0 192 40 255 235 90 0 ...  
## $ OpenPorchSF : int 61 0 42 35 84 30 57 204 0 4 ...  
## $ EnclosedPorch: int 0 0 0 272 0 0 0 228 205 0 ...  
## $ X3SsnPorch : int 0 0 0 0 0 320 0 0 0 0 ...  
## $ ScreenPorch : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolArea : int 0 0 0 0 0 0 0 0 0 0 ...  
## $ PoolQC : num 0 0 0 0 0 0 0 0 0 0 ...  
## $ Fence : Factor w/ 5 levels "GdPrv","GdWo",..: 5 5 5 5 5 3 5 5 5 5 ...  
## $ MiscFeature : Factor w/ 5 levels "Gar2","None",..: 2 2 2 2 2 4 2 4 2 2 ...  
## $ MiscVal : int 0 0 0 0 0 700 0 350 0 0 ...  
## $ MoSold : Factor w/ 12 levels "1","2","3","4",..: 2 5 9 2 12 10 8 11 4 1 ...  
## $ YrSold : int 2008 2007 2008 2006 2008 2009 2007 2009 2008 2008 ...  
## $ SaleType : Factor w/ 9 levels "COD","Con","ConLD",..: 9 9 9 9 9 9 9 9 9 9 ...  
## $ SaleCondition: Factor w/ 6 levels "Abnorml","AdjLand",..: 5 5 5 1 5 5 5 5 1 5 ...  
## $ SalePrice : int 208500 181500 223500 140000 250000 143000 307000 200000 129900 118000 ...